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Abstract

One recent effort to support the development and management of products is the concept of Lifecycle Management. Lifecycle Management approaches promise more systematic and efficient ways to support the development and management of complex products. Product Lifecycle Management (PLM) means the activity of managing a company’s products across their lifecycles in the most effective way. The concept of Application Lifecycle Management (ALM), on the other hand, indicates the coordination of activities and the management of artefacts (e.g., requirements, source code, test cases) during the software (SW) product’s lifecycle. The definition and understanding of both these concepts have been driven by tool vendors. This thesis focuses on ALM and, especially, the development phase of the SW lifecycle.

There are surprisingly few scientific efforts to define what ALM constitutes and scientifically reported experiences of the practical development and deployment of ALM solutions in an industrial context. ALM solutions tend to be complex, integrating different tools and practices that are used to produce and manage artefacts during the SW development lifecycle, and there is therefore an apparent need to support the development of such complex solutions for industrial contexts.

This thesis presents an effort towards an ALM framework that can be used to document and analyse an organisation’s ALM solution and find improvement ideas for it. This effort began in 2006 and iteratively constructed and demonstrated a proposal for an ALM framework during a series of case studies. The current version of the ALM framework contains six principal elements of ALM, a description of the relations between the elements and an ALM element mapping to the Global Software Development (GSD) patterns in order to reveal how ALM may support GSD.

The evolving framework has been demonstrated in four industrial case studies and gradually refined based on the experiences gained from the studies. First,
three case studies were carried out in the automation industry and a fourth case study in the telecommunications industry. This thesis presents the four case studies to the reader and explains the whole research process from the initial literature study, via four phases of constructing and demonstrating the evolving ALM framework, to a proposal for an ALM framework. Furthermore, the series of case studies revealed several experiences related to the application and improvement of an ALM solution in an industrial context. These experiences are also presented and discussed in this thesis.
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1. Introduction

The ability to produce quality products on time and at competitive costs is important to any industrial organisation. Nowadays, products and their development are becoming more complex. Software is just one part of the complex product, which also comprises hardware (Krikhaar et al., 2009; Broy, 2006; Crnkovic et al., 2003; Stevens et al., 1998). With the term complex products, the author denotes systems, such as, televisions, automation systems, cars, base stations, etc. An example of a complex product is the automation system produced by the automation industry, which comprises several interconnected subsystems realised with hardware (HW) and/or software (SW). Another example of a complex product comes from the field of telecommunications. The development of a radio base station involves several design parties including HW development, HW-related SW development and application SW development with solutions for the air interface and the base station itself (Blyler, 2002; Ronkainen et al., 2002). The growing role of SW has been recognised in complex products, for instance, the leading role of SW in automotive development and innovation (Pretschner et al., 2004), the rising costs of SW development in the development of industrial robots (Crnkovic et al., 2003) and the increasing role of SW in base stations (Kääriäinen et al., 2004). Furthermore, globalisation forces companies to operate in global development environments (Damian and Moitra, 2006), complicating communication, coordination and control, etc. (Carmel and Tjia, 2005). Nowadays, companies seek systematic and more efficient ways to support the development and management of complex products in a global development environment.

One response to these challenges is the rise of the concepts Product Lifecycle Management (PLM) and Application Lifecycle Management (ALM). According to literature, better lifecycle management provides benefits for companies, such as shorter time to market and improved product quality (Sääksvuori and Immo-
nen, 2004; Stark, 2005; Brandao and Wynn, 2008). The product lifecycle covers phases that relate to the development of the product before it is delivered as well as phases relating to its use, support and retirement (Stark, 2005). The product lifecycle is therefore the period from cradle to grave (Stark, 2005). This is the same for software. ‘Every software product has a lifetime – it starts its life as a response to a user’s need or as a new product concept and ends up being obsolete’ (Leon, 2000). The software product’s lifecycle therefore covers activities related to the development of the product and its operation and maintenance (Leon, 2000).

In literature and among tool vendors, the term Product Lifecycle Management (PLM) has been widely discussed (for instance, in Sääksvuori and Immonen, 2004, and Stark, 2005). Stark (2005) provides the definition: ‘PLM is the activity of managing a company’s products all the way across their lifecycles in the most effective way’. A PLM solution can comprise various tools and databases used to create and manage product-related data such as requirements management (RM), configuration management (CM), computer aided design (CAD), enterprise resource planning (ERP), computer-aided software engineering (CASE), etc. One challenge of using several databases is that their functionality and managed information often overlap (Svensson, 2003; Crnkovic et al., 2003). This means that the data are duplicated in several databases, making traceability and maintenance of the data more complicated. Integration is needed to enable these databases to work together (Stark, 2005).

In parallel with the concept of PLM, the concept of Application Lifecycle Management (ALM) has emerged to mean from a SW engineering point of view:

‘The coordination of development lifecycle activities, including requirements, modelling, development, build and testing, through: 1) enforcement of processes that span these activities; 2) management of relationships between development artefacts used or produced by these activities; and 3) reporting on progress of the development effort as a whole.’ (Schwaber, 2006)

A common characterisation is that ALM does not focus on any specific lifecycle activity but helps to keep all the lifecycle activities synchronised: ALM is a thread that ties the development lifecycle together (Rossberg, 2008; Schwaber, 2006). In this thesis, the term artefact is used to denote any item produced or used during the development of the software, for instance, a requirement, task, code, test case, etc. The term application is used in this thesis to denote any type
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of software that may also be part of a larger system, for instance, reporting software in automation systems. ALM as a concept has mostly been discussed in professional publications, e.g., in Doyle (2007), Doyle and Lloyd (2007), Schwaber (2006) and Shaw (2007). In many scientific articles, the term ALM has only been treated in a cursory way or discussed from the point of view of ALM tools, without further analysis of the ALM concept, (e.g., Dearle, 2007; Heindl et al., 2007; Moore et al., 2007; Medina-Domínguez et al., 2007). Weiß et al. (2009) and Göthe et al. (2008) argue that the whole concept of ALM is somewhat unclear and that definitions are driven by the existing or planned marketing strategies of tool vendors. Rossberg (2008) states that people often equate ALM with operations and maintenance without the development phase. The author of this thesis also found that the whole concept of ALM is scattered. During the first industrial case study (Paper I), a need emerged for an improved understanding of the elements of ALM. This understanding is needed to create an ALM framework that can be used to document and analyse the current state of ALM solutions in an organisation and to detect ALM elements that may need to be improved. It is a misconception that just implementing a new information management system will automatically solve lifecycle management problems (Stark, 2005). To support the improvements to the ALM solution in an organisation, its current ALM solution first needs to be documented and analysed.

As product development is a global activity in one case study company presented in this research, a need also emerged to study how ALM solutions apply to a Global Software Development (GSD) context (Paper I). This need has also been detected in a recent systematic review by Šmite et al. (2010). They argue that there is a need for empirical evaluation of methods and tools for global software engineering in an industrial context.

This thesis presents interpretive case studies that have resulted in a proposal for an ALM framework. The framework presents elements of ALM, relations between the elements and an analysis of how ALM may be applied to a GSD context. The research shows how the framework is used to document and analyse an organisation’s ALM solutions. With the concept of the ALM solution, the author denotes tool-based solutions with related practices directed at supporting the coordination of SW development activities and the management of SW development artefacts. The organisation’s ALM solution therefore contains ALM tools and related practices tailored based on the needs of the organisation. The ALM framework has been used to support practical ALM improvement efforts in one case study company. Furthermore, it has been used to analyse the tool
integration environment in order to find out how the environment should be improved to meet the needs of ALM.

1.1 Scope of research

This thesis constructs a proposal for an ALM framework. The framework is constructed and demonstrated iteratively in industrial case studies. The research presented in this thesis focuses on the development phase of the product. Other phases are defined outside the scope of this research. In the future, research should be extended towards other lifecycle phases to cover also the operation and maintenance phase.

The roots of the ALM tools lie in the history of Configuration Management (CM) (Weatherall, 2007). Software Configuration Management (SCM) solutions usually form the foundations of ALM infrastructures, providing storage, versioning and traceability between all the lifecycle artefacts (Schwaber, 2005). The author of this thesis has several years’ experience of configuration management. This affects the fact that the ALM elements presented in this research have many similarities to SCM activities and SCM terminology. ALM is treated as a supporting discipline for software development by providing the coordination for SW development activities and the management of lifecycle artefacts (e.g., requirements, tasks, source code, test cases) during SW development.

Even though ALM as a concept is not well defined, many concepts related to ALM have been under active research for a while, for instance, tool integration and traceability. Since ALM as a concept has not been under active research, the research has been oriented in a horizontal way, i.e., analysing ALM as a whole, instead of with a vertical orientation, i.e., analysing each ALM-related concept in-depth. The vertical in-depth research of each ALM-related concept is outside the scope of this research. The key background concepts related to ALM are introduced in Section 2 however. A detailed vertical study requires a significant effort, and it should be considered a topic for future research in order to construct a more elaborated version of the framework. A horizontal approach allowed the construction of an ALM framework proposal to understand what constitutes ALM and to support ALM solution documentation and analysis in a case study company in practice.

The research forms an ALM framework proposal that can be considered as the very first, and essential, step for more definitive support for the documentation and analysis of an organisation’s ALM solution (i.e., current state analysis of the
1. Introduction

organisation’s ALM solution). The current state analysis has been recognised as an essential step of process improvement. See, for instance, the use of the process improvement framework for the improvement of configuration management in Taramaa (1998). The purpose of the ALM framework and the improvement models therefore overlaps. The elaboration of the framework, the further validation of the framework and the study of its relation to the related standards, improvement models and concepts (e.g., tool categories) are outside the scope of this research but should be the subject of future research.

1.2 Research questions

The concept of ALM is not well defined (Weiß et al., 2009, and Göthe et al., 2008) and a need emerged to support the improvement of ALM solutions in industry (Paper I). The starting point for ALM improvement in an organisation is the ability to document and analyse the current state of the solution. The documentation and analysis of the ALM solution are difficult, as only a few scientific publications relate to the concept of ALM. This thesis therefore aims to contribute to a better understanding of the concept of ALM. It also aims to motivate discussion on industrial-based challenges and practical ALM experiences in scientific forums. Based on the discussion, the research question of this thesis is as follows:

RQ1: How can the documentation and analysis of the ALM solution be facilitated in an organisation operating in a Global Software Development environment?

As the question is broad, this research aims to provide a first step towards a definitive answer to the research question, i.e., a proposal for an ALM framework. In order to support the documentation and analysis, there is a need to understand what constitutes ALM, i.e., what the main elements of ALM and the relations between them are. Furthermore, the global development environment as a context creates challenges for ALM. There is therefore a need to understand how the ALM solution may support an organisation operating in such a context. The main question is therefore divided into the following sub-questions:
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- RQ1.1: *What are the main elements of Application Lifecycle Management?*

- RQ1.2: *What are the relations between the elements of Application Lifecycle Management?*

- RQ1.3: *How can Application Lifecycle Management be applied to a Global Software Development context?*

1.3 Contributions

The contribution of the thesis is presented in detail in Papers I–VI included in this thesis. The papers are introduced in Chapter 5.

The main contributions of this thesis are as follows:

Scientific contribution:

1. A proposal for an ALM framework based on literature and case studies that increase the understanding of ALM as a concept

2. The demonstration of the evolving ALM framework for documenting and analysing ALM solutions in four case studies.

Practical contribution:

1. Contribution to the understanding of ALM and support for ALM solution improvement work for a case study company that operates in a global development environment

2. Industrial experiences from the gradual improvement of practical ALM solutions in a case study company

3. Contribution related to the analysis of a global tool integration environment (ToolChain) in order to support its further development towards application lifecycle management.

1.4 Structure of dissertation

This thesis consists of seven chapters. Chapter 1 includes an introduction to the research topic, the motivation for the research, the scope of the research, the research questions and research contributions.
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Chapter 2 presents a background to this thesis, dividing the treatment into product lifecycle management, application lifecycle management and global software development.

Chapter 3 explains the research design including a research approach, research methods and a research process. The chapter then presents the case contexts and explains how the ALM framework was constructed.

Chapter 4 introduces the current version of the proposed ALM framework. The ALM framework contains the ALM framework elements, a description of the relations between the elements and the mapping between the ALM framework elements and the GSD patterns.

Chapter 5 introduces the key contribution of this thesis by presenting the papers related to this research.

Chapter 6 discusses the results of the research. First, the chapter discusses how the proposed ALM framework and case experiences reflect the existing research and experience reports. The chapter then discusses the implications and evaluates the research process.

Chapter 7 concludes the research. It includes the answers to the research questions, the limitations of the research and a discussion of future research angles.
2. Background

This chapter sets out the background to the thesis. The chapter is divided into sections discussing the concepts of Product Lifecycle Management (PLM), Application Lifecycle Management (ALM) and Global Software Development (GSD).

2.1 Product Lifecycle Management

Product Lifecycle Management (PLM) ‘is the activity of managing a product throughout its lifecycle – from cradle to grave’ (Stark, 2005). PLM arose from the need to bring together previously disparate and fragmented activities, systems and processes to overcome problems such as information becoming lost, customer requirements being misinterpreted and decisions not being coordinated (Stark, 2005). Atos Origin (2003) gives a short introduction to the history of PLM. The article states that PLM has its roots in the design and engineering activities of a company. When Computer Aided Design (CAD) was taken into use in companies, the systems were needed to help manage vast amounts of CAD data. In these systems, namely Engineering Data Management (EDM) and Product Data Management (PDM), the focus was on file management and version control. These systems were extended with a better user interface, more links to CAD systems and better handling of product structures. In the late 1990s and early 2000s, the focus was on closer links with Enterprise Resource Planning (ERP) systems and collaboration with partners (e.g., subcontracts). Web-based systems have recently made the connection to partners’, suppliers’ and companies’ own dispersed units easier. Among vendors, this gradual evolution has led to the use of the term Product Lifecycle Management (PLM). PLM is a systematic method that attempts to control the product data by controlling and steering the process of creating, handling, distributing, and recording product-
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related data (Sääksvuori and Immonen, 2004). PLM forms an interlinked solution that can comprise various disparate systems used to create and manage product-related data, such as requirements management (RM), configuration management (CM), enterprise resource planning (ERP), computer-aided software engineering (CASE), etc. Abramovici (2007) expects that in the future, PLM will offer better support for integration of multi-disciplinary products, not just for mechanical and electrical products. Abramovici (2007) argues that PLM research is still at a very early stage, and past approaches to PLM have mostly been driven by software providers and large user companies.

According to Sääksvuori and Immonen (2004), PLM offers benefits such as shorter time to market and improved product quality. PLM also offers better opportunities to improve communication during product development and transfer of files between tools (Sääksvuori and Immonen, 2004).

2.2 Application Lifecycle Management

This section discusses the background to Application Lifecycle Management. First, it looks at the concept of ALM. Next, it presents the issues that relate to ALM: requirements management and traceability, configuration management and tool integration. Finally, ALM is discussed from a tools point of view.

2.2.1 The concept of Application Lifecycle Management

In the past few years, the concept of Application Lifecycle Management has emerged to indicate the coordination of activities and the management of artefacts (e.g., requirements, source code, test cases) during the lifecycle of software products. ALM as a concept is quite new (Weiß et al., 2009) and has mostly been discussed in professional articles, e.g., Doyle (2007), Doyle and Lloyd (2007), Schwaber (2006), Shaw (2007) and Chappell (2008). In the articles, the ALM concept has been discussed from various viewpoints, for instance:

1) model-driven development (Carrillo and McKorkle, 2008)
2) complex systems development (Doyle, 2007; Doyle and Lloyd, 2007)
3) technology and ALM tools (Goth, 2009; Kravchik, 2009; Shroff et al., 2005; Moore et al., 2007; Medina-Dominguez et al., 2007), or
4) only treated in a cursory way (Dearle, 2007; Heindl et al., 2007).
According to Schwaber (2006), companies are aware of ALM as a concept but do not understand what it actually means. The ALM tool providers have their own definitions of ALM that reflect their backgrounds and marketing strategies (Pirklbauer et al., 2009). It is nonetheless difficult to find articles that discuss the concept: what constitutes ALM? This may affect the interpretation that the whole concept of ALM is unclear and driven by tool vendors (Weiß et al., 2009, and Göthe et al., 2008). Pirklbauer et al. (2009) argue that a wide range of tools are labelled as ALM tools due to the loosely defined scope of ALM. Similarly, PLM approaches have mainly been driven by tool providers and large user companies (Abramovici, 2007). Rossberg (2008) found that people often equated ALM with operations and maintenance, without development phases. In the literature study phase of this research, the author also found that the whole concept of ALM is scattered. In the first industrial study conducted at the automation company (presented in Paper I), a need emerged to better understand the elements of ALM and create an ALM framework that could be used to document and analyse the current state of ALM solutions in a target organisation and detect ALM elements that may need to be improved.

Most of the discussions relating to ALM as a concept are from professional publications: books and professional articles. There is a well-known professional article related to ALM from Schwaber (2006). She defines the three pillars of ALM to be traceability, process automation and reporting. An important viewpoint on ALM is that it does not focus on any specific lifecycle activity, but keeps all the activities synchronised (Schwaber, 2006). ALM is therefore a thread that ties the development lifecycle together from business needs to operations (Rossberg, 2008). The support for project management has also been recognised. According to Doyle (2007), a proper ALM tool provides strong support for project management by, for instance, providing an objective means to monitor project activities and generate real-time reports from project data. Schwaber (2006) states that ALM does not necessarily require tools. Traditionally, lifecycle activities have been handled partly by manual operations.

Even though there is no general agreement on the definition of ALM, many concepts that have been defined as important to ALM have already been studied for a long time. Doyle and Lloyd (2007), for instance, state that requirements management is important for ALM, and Schwaber (2006) introduces the idea that concepts such as traceability, process automation, reporting and tool integration relate to ALM. Furthermore, the basis of ALM comes from Software Configuration Management (SCM). According to Weatherall (2007), the ALM tools
2. Background

have their roots in Configuration Management and Integrated Development Environments (IDEs). Murta et al. (2010) and Schwaber (2005) present SCM tools as the usual foundations of ALM infrastructures.

Next, the issues that relate to ALM, such as requirements management, traceability, configuration management and tool integration are discussed based on the literature.

2.2.2 Requirements management and traceability

Requirements management and traceability were under active research in the 90s by, for example, Gotel (1995), Gotel and Finkelstein (1994), Sommerville and Sawyer (1997), Kotonya and Sommerville (1998), Ramesh and Dhar (1992), Ramesh and Jarke (2001), and Toranzo and Castro (1999). Sommerville and Sawyer (1997) present guidelines for different requirements engineering process phases. In their book, requirements management is a support process for requirements engineering. They define the principal concerns of requirements management as managing changes to agreed requirements, managing relationships between requirements and managing dependencies between the requirements document and other documents. Kotonya and Sommerville (1998) stress that requirements identification and storage are an essential pre-requisite of requirements management.

Requirements traceability (RT) refers to the ability to describe and follow the life of a requirement in a forward and backward direction (Gotel, 1995). A comprehensive study on reference models for requirements traceability is presented by Ramesh and Jarke (2001). More generally, traceability deals with the relations between any lifecycle artefacts. Gills (2005) presents a summary of the survey on traceability models in industrial projects. The survey summarises industrial experiences, item types and traceability models used in industry. Gills (2005) also presents a traceability model, based on the survey data, with the most typical items and relations. His study shows that each organisation has its own needs and terminology for traceability. This leads to the need for traceability tailoring (Dömges and Pohl, 1998). Espinoza and Garbajosa (2008) have approached the problem of project-specific traceability requirements with traceability metamodels that include a basic set of items (concepts, structures) for project-specific extensions.
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2.2.3 Configuration management

Configuration Management and, more specifically from a SW management point of view, Software Configuration Management (SCM) is a discipline that provides the processes and technologies to identify and control (configuration) items (Moreira, 2004). SCM as a discipline has been in existence for several decades (Estublier et al., 2005). It is an important concept for ALM, as SCM tools can be seen as the foundations of ALM infrastructures (Schwaber, 2005). The generic CM process contains the basic CM activities (configuration identification, configuration control (i.e., change management), configuration status accounting (i.e. reporting) and configuration audit) and CM planning (Buckley, 1996). SWEBOK (2004) extends the basic CM activities with release management and delivery activity, which refers to the distribution of a software configuration item outside the development activity. Among the CM activities, the configuration identification activity provides a basis for other CM activities (SWEBOK, 2004). Buckley (1996) has presented configuration management activities as a chronological process. In the process, previous steps form the basis of successive steps. Identification activities, for instance, are used to establish and maintain a definitive basis for control (i.e., Change Management) and status accounting (i.e., reporting). Configuration management planning provides mechanisms for planning and documenting the CM solution for a project. IEEE Std-828 (2005) assists in the planning of software CM by providing prestructured templates for documenting the responsibilities and practices. The author has studied the factors affecting the realisation of software configuration management in Kääriäinen (2006) and configuration management from a complex systems point of view in Kääriäinen et al. (2004).

Estublier (2000) divides the basic functionality of the SCM tools into three main classes: repository for components, help for engineers’ usual activities and process control and support. Estublier et al. (2005) present SCM as one of the software engineering domains in which process support has proven to be most successful. Schwaber (2005) present that customisable process templates in process-centric SCM tools provide ability to implement different processes for different projects. Software configuration management tools are typically file-based, meaning that the granularity of the management is the file (version). For instance, the requirements document may contain several requirements as paragraphs. SCM tool can treat this document as a single aggregate object that contains all the requirements (Macfarlane and Reilly, 1995). If a requirements speci-
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When a configuration is prepared as one document, it is possible to manage different versions of it, but it is not possible to control the requirement items separately (Crnkovic et al., 1999). This means that the assignment and maintenance of traceability information are more difficult compared with the fine-grained management of requirements in which each requirement is treated as its own object. Nowadays, requirements management tools manage atomic requirements in a requirements database and, therefore, allow the management of relationships between them. The challenge, however, lies in mechanisms to handle the traceability of lifecycle artefacts that reside in other databases, such as, test cases, test data, design elements, source code, etc. This has been a deficiency of configuration management tools (Kolawa, 2006), and ALM tools need to fix this.

2.2.4 Tool integration

Tool integration has been under active research for a while. Wicks and Dewar (2007) present a study related to tool integration and, based on the results, propose a new research agenda for tool integration. As tool integration has mainly been studied from a technological viewpoint, they propose a more business-oriented approach to future tool integration research. Wasserman (1989) defines tool integration as follows:

‘tool integration is intended to produce complete environments that support the entire software development lifecycle.’

From the ALM point of view, tool integration should therefore produce integrated environments that support the entire SW development lifecycle. Pederson (2006) defines an integrated environment to mean that users can easily move from one function to another without having to work with multiple, disconnected tools and manually integrate data between these tools. Tool integration facilitates a productive development environment by allowing the user to launch tools and transfer information easily between different tools. The integration can be achieved in different ways (for instance, integration types in Crnkovic et al., (2003) and Sääksvuori and Immonen (2004)). With regard to the development of complex systems, the research related to the integration of the management of HW and SW development artefacts has been reported by, for instance, El-khoury et al. (2005), Crnkovic et al. (2003) and Krikhaar et al. (2009). From the ALM point of view, the contribution presented by Booch and Brown (2003) is interesting. They introduced the vision of a ‘frictionless surface’ provided by Collabora-
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tive Development Environments (CDE). In this vision, there are a number of points of friction in the daily life of the developer that hinder effective operation, and CDEs may remove these. These friction points relate to issues such as insufficient work product collaboration and problems maintaining effective group communication, including knowledge and experience, project status and project memory. The concept of CDE means (Booch and Brown, 2003):

‘virtual space wherein all the stakeholders of a project – even if distributed by time and distance – may negotiate, brainstorm, discuss, share knowledge, and generally labor together to carry out some tasks, most often to create an executable deliverable and its supporting artefacts.’

2.2.5 ALM tools

Schwaber (2006) and Shaw (2007) have analysed the main vendors’ approaches to ALM and divided them into:

- **Single vendor platform**: Vendors define their own ALM interoperability frameworks and expect practitioners and other vendors to build integrations for that platform.

- **Multi-vendor platform**: The framework is developed in an open-source community, and practitioners can help drive requirements, influence the direction of the framework and even participate in the development project.

- **Single repository**: This approach expects vendors to build a complete set of ALM tools using a single repository to support traceability and cross-discipline reporting.

Even though the above list stresses the importance of the multi-vendor platform, each approach has its benefits. According to Doyle and Lloyd (2007), for instance, a central repository makes it easier to produce a relevant set of related metrics that spans the various development phases of the lifecycle. Shaw (2007), on the other hand, argues that the only approach that makes sense for ALM practitioners is the multi-vendor platform.

Examples of commercial ALM tool providers are Polarion (Polarion ALM), Microsoft (Visual Studio with its ALM core – Team Foundation Server, TFS) and Rally Software (Rally). ALM tools basically provide development environ-
ments that integrate various lifecycle applications such as requirements management, project management, configuration management and design and development tools. Pesola et al. (2008) state that one limitation of existing ALM tools is that many of them lock a company into one vendor and limit the choice of tools for different project phases. In some cases, the company may need to replace a number of development tools because a particular ALM tool does not integrate with all the existing tools. This may require a large amount of effort and money.

Multi-vendor platforms can be seen as solutions that combine specialised independent systems (Murta et al., 2010). The limitations of today’s technology make it difficult to implement these platforms (Murta et al., 2010). Efforts towards multi-vendor platforms include Eclipse and ALF projects (Eclipse, 2010). Eclipse Platform offers good support to extend its functionality with plug-ins (Eclipse, 2010). The Application Lifecycle Framework (ALF) is a project that aims to provide a logical definition of the overall interoperability business process (Eclipse, 2010). This technology aims to handle the exchange of information from one tool to another, the business logic governing the sequencing of tools in support of the application lifecycle process, and the routing of significant events as the tools interact. This sounded like a very promising framework to support truly open tool-independent ALM. The project failed to gain the support of significant vendors, and it was terminated in 2008 (Kravchik, 2009).

The term Software Engineering Environment (SEE) is interesting from the point of view of ALM tools. ISO/IEC 15940 (2006) defines SEE as:

>'provides automated services for the engineering of software systems and related domains (e.g., project management, process management, etc.).'

>'includes the platform, system software, utilities and CASE tools installed.'

ALM tools can therefore be seen as tools that belong to this category. According to Ruiz-González and Canfora (2004), SEE has also been known by other names: IPSE (Integrated Project Support Environment), ISEE (Integrated Software Engineering Environment), CASE tools coalition, Federated CASE tools and ISF (Integrated Software Factory).

Comprehensive, well-integrated ALM tools are not just aimed at traditional plan-based product development. Goth (2009) states that the market for ALM tools for agile development has recently been booming. Even agile-based development companies working in global development environments need to consider ALM tools to increase visibility during development. In some cases, the
companies are therefore replacing existing proprietary, office-based solutions with integrated ALM tools (Goth, 2009).

2.3 Global Software Development

Nowadays, product development is often distributed over multiple sites (Damian and Moitra, 2006). Active research has been conducted into global software development for some time and has been published as, for instance, a special issue in *IEEE Software* (Damian and Moitra, 2006). Practical industrial experiences of global SW development have been reported by, for example, Lane and Ågerfalk (2009), Ebert and De Neve (2001), Battin et al. (2001), and Herbsleb and Grinter (1999). GSD has been studied from an agile methods point of view, for instance, by Jalali and Wohlin (2010), Sutherland et al. (2007) and Ramesh et al. (2006). Portillo-Rodríguez et al. (2010) present their survey on tools to support global software development. They define desirable features for GSD tools and classify tools according to ISO/IEC 12207 standard processes.

There are many challenges to global working, such as, communication, coordination and control breakdown (Carmel and Tjia, 2005). The benefits of global development are reported, such as, reduced development costs and leveraging time-zone effectiveness (Conchúir et al., 2006). The benefits of global development are not self-evident (Conchúir et al., 2006). Conchúir et al. (2006) present a study focusing on the potential benefits of GSD, as stated in peer-reviewed literature. Their study shows that readers should be cautious about the GSD benefits claimed in literature. The benefits are not self-evident and there are many associated risks. Recently, Šmite et al. (2010) presented a systematic review of the empirical evidence on global software engineering. Their conclusion is interesting and argues that the ‘global software engineering field is still in an immature state with a lack of empirical evaluation of methods, techniques and tools in an industrial context.’

ALM’s promise to support distributed development has been discussed by Doyle and Lloyd (2007). Doyle and Lloyd (2007) argue that geographically distributed development introduces communication and coordination challenges for ALM. They maintain that one possibility is to use a central secure repository with acceptable network performance and implemented work procedures to provide real-time information about changes and task assignments to support work in a distributed development environment. Other articles also claim that modern information technology offers means to overcome geographical barriers caused
by globalisation. Experiences reported by, for instance, Battin et al. (2001), Ebert and De Neve (2001), and Herbsleb and Grinter (1999) contain descriptions that refer to the usage of central repositories and distributed configuration management solutions to support global software development. Jiménez and Piattini (2009) have studied problems and solutions in distributed software development using a systematic review. Their results indicate the importance of solutions such as communication mechanisms, and the use of version control and knowledge sharing by maintaining, for instance, a product/process repository.

In parallel with the research presented in this thesis, Mr. Antti Välimäki has studied the best practices for project management in a global development environment (Välimäki and Koskimies, 2006; Välimäki and Kääriäinen, 2007; Välimäki and Kääriäinen, 2008; Paper IV). In this study, Mr. Välimäki described a proposal for GSD process patterns (for patterns as a description technique, see, for example, Coplien and Harrison (2005)) that indicates solutions for GSD challenges. The proposed patterns are presented in Paper IV. These patterns have been collected in parallel with ALM research from the same organisation as the ALM case data presented in this thesis. This approach allowed for an in-depth understanding of the ALM framework and the GSD patterns while analysing how the elements of the ALM framework relate to the GSD patterns (Paper IV and Paper VI). The patterns represent the project management viewpoint of the GSD. The analysis is therefore also limited to this perspective.
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This section presents the design for this research, including the research approach (Section 3.1) and methods (Section 3.2) adopted. The research process (Section 3.3) introduces the steps of the case study method into the research. The research context (Section 3.4) introduces the background to the teams and infrastructure in the case organisations. Finally, the iterative ALM framework construction and demonstration are presented as chronological research phases (Section 3.5).

The ALM framework construction and demonstration cover four cases. The first, three cases (Papers I, II and III) are referred to from here on as the ‘ALM cases’. The fourth case (Paper VI) is referred to as the ‘ToolChain case’. The ALM cases were carried out in an automation company referred to as ‘case organisation 1’. The ToolChain case was carried out in a telecommunications company and is referred to as ‘case organisation 2’.

3.1 Research approach

The objective of this research was to describe the elements of ALM and the relations between the elements that can be used to document, analyse and provide improvement ideas for the organisation’s practical ALM solution. This was done iteratively by constructing an ALM framework and demonstrating its usage in cases for which the aim was to document and analyse practical ALM solutions in an industrial context. The ALM framework was refined iteratively based on experiences gained from the cases. Therefore,

the cases have increased the author’s understanding of the concept of ALM by providing a practical viewpoint from the real users of the ALM solutions:
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- which elements are adequate in an ALM framework
- how the ALM framework elements are positioned compared with each other, and
- iteratively during the case studies helped to find out how to document, in practice, an ALM solution and its related experiences as a current state document.

This knowledge can be used when documenting and analysing organisations’ ALM solutions in future cases.

The research carried out in the Papers I–VI can be examined through the Information Systems (IS) research framework by Braa and Vidgen (1999). Braa and Vidgen (1999) present the IS research framework for the organisational laboratory (Figure 1). They state that positivism and interpretivism are the basic approaches in research. Positivism is about ‘making reliable predictions and explanations, while interpretivism is concerned with making a reading of a situation in order to gain understanding’ (Braa and Vidgen, 1999). They further argue that in both of these approaches ‘the researcher is making an intervention, despite aspirations to being an objective outsider’. Similarly, Walsham (2006) argues (from the viewpoint of interpretive research) that ‘continued involvement in the field situation, regardless of the starting position, can push the researcher towards a more involved stance’. He refers to a longitudinal case study presented by Walsham and Sahay (1999) in which they had a moral imperative to provide direct advice for field personnel in return for the time and effort they put into the research. Braa and Vidgen (1999) present the IS research framework as constituting three dynamics: positivism, interpretivism and intervention. The framework represents the intended research outcomes (understanding, change, prediction) and approaches that result in the outcomes (interpretation, intervention, reduction). In their framework, positivism is positioned in the lower left-hand corner with the outcomes of predictions and explanations. The interpretive approach in the lower right-hand corner relates to understanding and, on the top, a change with an interventionary approach.
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Runeson and Höst (2009) present four types of research as follows:

- Exploratory – finding out what is happening, seeking new insights and generating ideas and hypotheses for new research
- Descriptive – portraying a situation or phenomenon
- Explanatory – seeking an explanation of a situation or a problem, mostly but not necessary in the form of a causal relationship
- Improving – trying to improve a certain aspect of the studied phenomenon.

From a research methods point of view, Braa and Vidgen (1999) argue that understanding is typically achieved with case studies. Similarly, Runeson and Höst (2009) state that an interpretive case study relates to understanding, i.e., descriptive and exploratory research types. Interpretive studies start out from initial theoretical frameworks of previous knowledge (Walsham, 1995). The work then continues as an iterative process of data collection and analysis with initial theories being expanded, revised or abandoned. An important aspect of interpretive research is that ‘interpretive researchers are not saying to the reader that they are reporting facts; instead they are reporting their interpretations of other people’s interpretations’ (Walsham, 1995).

The research presented in this thesis has an interpretive stance. The construction and the demonstration of the ALM framework have been carried out iteratively starting from the ALM framework version constructed based on the literature and refining it based on experiences gained from industrial case studies while applying the ALM framework version to document and analyse practical ALM solutions. The data collected during the case studies primarily represent
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the interpretations of the industrial respondents and interviewees. Case studies have therefore been used in this research to increase the understanding of ALM in an industrial context from the viewpoint of real users of ALM solutions. These have contributed to a better understanding of ALM as a concept and resulted in refinements to the ALM framework. To support the analysis of the case data, it was also necessary to observe and demonstrate practical ALM solutions directly.

In the ALM cases, the author acted as an outside observer while also providing the case results presented in Papers I–III for case organisation 1 and therefore affected the ALM development by helping the organisation to understand and improve its ALM solutions. The author has therefore been involved in the ALM improvement work of a case organisation. The intervention was used as an approach to provide benefits for the case organisation because it opened for case studies for several years. A similar moral imperative occurred in the longitudinal case study presented by Walsham and Sahay (1999).

3.2 Research methods

The previous section provides rationale for the selection of a case study as a research method to collect experiences iteratively from case organisations. Even though the case study is widely used as a research method, it is not trouble-free. Yin (2003) argues that perhaps the greatest concern has been the lack of rigour of case study research. Yin (2003) continues to say that there is a lack of methodological text providing investigators with specific procedures to be followed. Runeson and Höst (2009) have recently presented guidelines for case study research in software engineering. They present a practical checklist that can be used during the case study process to ensure the quality of the study. The article provides a valuable insight into important aspects of the case study that can be used to examine the research in this thesis.

In this research, the ALM framework has been constructed and demonstrated iteratively during a series of case studies (four) from 2006 until 2009. The first three case studies form a longitudinal case study in which two SW teams from one organisation were studied. A longitudinal case means studying the same case at two or more different points in time (Yin, 2003). It therefore provided an opportunity to follow the way the ALM solutions of case organisation 1 evolved over time.

Yin (2003) defines a case study as ‘an empirical inquiry that:
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- investigates a contemporary phenomenon within its real-life context, especially when
- the boundaries between phenomenon and context are not clearly evident.

A case study method is therefore characterised as the researcher wanting to cover contextual conditions with a potentially high relation to the phenomenon under investigation (Yin, 2003). A set of weaknesses of the case study method is presented as four issues:

1. Access to a suitable organisation may be difficult (Collis and Hussey, 2003).
2. There may be challenges to decide on the delimitations of the study (Collis and Hussey, 2003).
3. The unit of analysis has a history and a future that will influence the understanding of the present (Collis and Hussey, 2003).
4. Generalisability of the results is difficult and studies may take too long, with results that are massive, unreadable documents (Yin, 2003).

In this research, these issues were treated as follows. **Issue 1** was treated through research cooperation between research and industrial organisations in the European research project (TWINS, 2010). The representatives of case organisations 1 and 2 were willing to open their organisations to research as part of the research project. The delimitations of the studies (**issue 2**) were agreed with case organisation 1 at the research planning phase of the ALM cases. In the ToolChain case, the boundaries were also agreed beforehand (e.g., tool set-up, demonstration project/group, aims of the project, product under analysis and data collection procedures). A history perspective (**issue 3**) is important in all the cases. The representatives of case organisation 1 compared the features of the new ALM solution with the old solution during discussions. Therefore, respondents might be highlighted in their answers tool features that were missing from the old solution. In the ToolChain case, the third version of the ToolChain implementation was analysed against the ALM framework and demonstrated in the telecommunications company. The ToolChain was initially intended to visualise traceability information and integrate different tools used in the development lifecycle and therefore lacked many ALM features. With regard to **issue 4**, Yin (2003) answers the question of generalisability: ‘case studies, like experiments,
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are generalisable to theoretical propositions and not to populations or universes’. The time period and documentation are not a problem in this study. The research related to the European research project lasted several years and thus provided a good long-term environment in which to carry out the study. The documentation was kept as simple as possible, and the main aim of the research was to construct an ALM framework that could be used to document and analyse the organisation’s ALM solution.

The literature essentially distinguishes four main phases of the case study: case study design, collecting evidence, analysing the collected data and reporting (Yin, 2003; Collis and Hussey, 2003; Runeson and Höst, 2009). Each of the phases is discussed next.

3.3 Research process

This section discusses the research process, which comprises the steps of the case study described at the end of the previous section. Walsham (2006) argues that it is important for interpretive researchers to maintain good access to appropriate organisations for the fieldwork. Open and constant communication that enabled successful long-term cooperation with the representative of the case study company is also highly valued by the author. Cooperation with the case companies will be therefore discussed in a separate subsection in the case study design section (Section 3.3.1.1). The process of data collection and analysis is often parallel (Miles and Huberman, 1994) or incremental to allow for the collection of complementary data (Runeson and Höst, 2009). This was also perceived in this research. For instance, working sessions with the development manager of case organisation 1 and demonstrations of Microsoft’s Team Foundation Server (TFS) at VTT represented activities that contributed to both and were needed to obtain complementary data and a deeper understanding of the interpretations of respondents and interviewees.

3.3.1 Case study design

This section is divided into sections that introduce cooperation with case companies and research planning.
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3.3.1.1 Cooperation with case companies

Runeson and Höst (2009) argue that even though trust is of foremost importance in the case study, there should be explicit measures to prevent problems. They further state that agreements should preferably be handled through a contract between the researcher and the individual participant. The ALM cases and ToolChain case were carried out under non-disclosure agreements between the industrial party and VTT and thus all the data and results intended for public dissemination were reviewed and agreed with the industrial parties.

According to Walsham (2006), for the fieldwork, the interpretive researcher needs to consider a style of involvement and a way to gain and maintain access to the organisation. In the ALM cases, the author cooperated closely with the development manager of case organisation 1, who had his own research interests and was therefore encouraged to carry out and disseminate the case studies properly. The development manager of case organisation 1 had the opportunity to check and ask for clarifications on issues related to case data that remained unclear. This was important as the case data contain interpretations by the respondents and interviewees. The author contributed to the ALM improvement work by providing ALM documentation and improvement ideas for case organisation 1. In case organisation 1, the decisions for improvement work were made in project meetings or retrospective meetings. The cooperation with the development manager of case organisation 1 covered research planning, collection and analysis of case data as well as reporting and publication. The intensity of cooperation reflects, for instance, the total number of workshops and working sessions arranged between VTT and case organisation 1 during the period January 2009 to June 2009. These sessions were mainly arranged using remote collaboration tools such as screen sharing and conference phone. There were 27 sessions and workshops during this period. The project managers of the case projects participated actively in ALM improvement work in the case study company (see Paper II) and were therefore willing to cooperate with the author and development manager of case organisation 1 to provide their interpretations of the ALM.

In the ToolChain case, the author was an outside observer, but the case was facilitated by the fact that the contact person in case organisation 2 was working in the same research project over several years with the authors of Paper VI. The authors of Paper VI therefore represent four organisations that share the same view and objectives for the ToolChain case. So-called ‘Finn meetings’ were
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used to plan and monitor case activities. The Finn meetings were arranged on a regular basis for the Finnish partners of the European research project. All the Finnish partners (three industrial partners and VTT) participated in the ToolChain case.

3.3.1.2 Research planning

Research planning was carried out in cooperation with industrial partners of the cases. In the ALM cases, the research planning was carried out with the development manager of case organisation 1. There were excellent bases for close research cooperation as both the development manager of case organisation 1 and the author of this thesis are studying for a PhD. At the beginning of the research, the objectives of the overall research were defined from the research and practice point of view for both PhD students. This was guided by the literature study and the needs of case organisation 1. This ensured industrial relevance. Suitable SW teams were found for the case studies. Here, the help and cooperation of the representative of the case study company is the most important. The selection was carried out based on availability (Runeson and Höst, 2009) rather than by selecting teams from a number of teams in case organisation 1. The delimitations were agreed with case organisation 1. It was noted that as SW teams that produce SW for a complex multidisciplinary product do not operate in a vacuum, it is also necessary to gather data about the interfaces for system development. The questionnaire and interviews were selected as basic methods for data collection. These were later complemented with a TFS demonstration at VTT, tool demonstrations in case organisation 1 and discussions with the development manager. In the ToolChain case, the research planning was also carried out in cooperation with industrial partners in Finn meetings. The setting was more isolated than in the ALM cases and there was therefore no need to consider interfaces to other operations in case organisation 2. The aims of the demonstration project, product under analysis and data collection procedures were agreed beforehand.

3.3.2 Collecting evidence

Triangulation is important in empirical research (Runeson and Höst, 2009; Yin, 2003). This is particularly obvious when relying primarily on qualitative data.
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Data triangulation (Yin, 2003) was used in both the ALM cases and the Tool-Chain case.

In the ALM cases, the sources of data were a questionnaire for project managers and project members, interviews of project managers (three times), remote working sessions with the development manager, demonstrations of management systems (tools) in a case study company and a practical demonstration of TFS at VTT. The questionnaire was organised according to the initial version of the ALM framework. A motivation letter and questionnaire were planned and reviewed in cooperation with the development manager of case organisation 1 to ensure that the questions were expressed in such a way that they were interpreted in the same way by the researchers and respondents (see, for example, Runeson and Höst, 2009). There were a total of about 20 project personnel in the two SW teams. The questionnaire was sent to 14 persons with experience of the previous solution and the new ALM solution. They were therefore able to estimate the impacts of the new ALM solution on their daily work. The questionnaire was sent by e-mail with the motivation letter. The response rate was 50%. The respondents were asked about the current practices related to ALM, opinions on how the introduced ALM solution had affected daily work compared with previous solutions and opinions about things that were important to efficient application lifecycle management. They were also asked how the distributed development environment affected ALM.

The interviews were semi-structured (Runeson and Höst, 2009) with predefined questions, and they served as guidance or themes on what to discuss and provided a checklist for the interviewer to make sure that all the issues were covered. The first interview round was organised according to the initial version of the ALM framework and carried out during the field visit at the main site of case organisation 1. The second interview round was organised according to the second version of the ALM framework and was carried out using a remote connection (conference phone, screen sharing). The third interview round was carried out by the development manager of case organisation 1 by checking what had changed (and why) compared with the ALM current state analysis from the previous round.

During the first field visit, the author also familiarised himself with the products of the case study company. The ALM system and the other databases used in the case projects were also demonstrated to the author. The tool demonstrations showed the kind of data that was stored in the management systems and the kinds of features that were actually used. The TFS demonstration at VTT al-
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allowed us to understand the features and capabilities of the TFS and thus contributed to the case data. This complementing case data enabled the author to see and understand the actual use and concepts of the information management systems. Yin (2003) specifies this type of evidence as a physical artefact. Discussions with the development manager were used to analyse the case data and to collect complementary information that was missing from the case data. The development manager had the opportunity to ask the project managers directly for clarifications and additional information about ALM.

In the ToolChain case, we used a questionnaire and workshop to collect experience information from the case study company and the ToolChain implementation itself as a source of information for the ToolChain’s ALM and GSD analysis. The questionnaire was organised according to the ToolChain tools and ALM framework elements. There was also an open question on any comments relating to the solution. After the questionnaire, a workshop was organised that presented and discussed the results of the questionnaire. This session clarified and documented issues that remained unclear after the questionnaire. The industrial (from three organisations) and VTT participants in the workshop session represented specialists in SW development, testing and software process improvement (SPI).

3.3.3 Analysis of collected data

The raw data from the case studies in the ALM cases contained questionnaire responses, interview and demonstration notes, working session notes and answers (notes, e-mails) from project managers and the representative of case organisation 1. As the discussions during the interviews were quite free, the raw data in the interview notes needed to be organised under relevant topics for analysis. The raw data from the questionnaire and interviews were coded (Runeson and Höst, 2009) and organised according to the ALM framework. Each answer or comment was associated with the corresponding ALM framework element. The analysis of rich case data turned out to be challenging. The raw data that referred to the tool- and organisation-specific terminology were challenging and demanded knowledge from different disciplines, e.g., requirements management and configuration management. In configuration management, for instance, the term baseline (Leon, 2000) is used to indicate the configuration of the software at a discrete point in time. In different tools, the term baseline can refer to, for instance, a label (TFS, VSS) or tag (CVS). Another example is changeset
changesets relate to the change-oriented model of configuration management (Zeller, 1997). In the change-oriented model, related changes, which may involve several components (files), can be grouped into changesets to ensure that they can be applied as a single entity (Zeller, 1997). The TFS uses changesets, and it is possible to assign work items, e.g., bug fixing tasks, to the changeset that implements the task. This allows traceability from the bug to the related changeset to retrieve the file versions associated with the changeset (that fixes a bug). This traceability information can be used to, for example, review the old change (retrieve file versions related to the bug fix, associated comments, etc.). The case data also contained many company-specific concepts and references to product development processes. Similarly, Gills (2005) found in his traceability survey that different companies use different concepts originating from local culture, standards and methodologies. The analysis was carried out in cooperation with the development manager of the case organisation 1 to understand organisation-specific terminology and meanings. The analysis was further supported from a tools point of view with the ALM tool demonstration. VTT acquired the Microsoft Visual Studio Team System (VSTS). The author was particularly interested in its ALM core, the Team Foundation Server (TFS). An MSc student installed the system and replicated a similar process configuration of the system as in case organisation 1. The student used VSTS at VTT to demonstrate process template tailoring and to program a test data database and reporting application (Vitikka, 2009; Pollari and Kanstrén, 2009). The ALM features of TFS were analysed. This helped us to understand the tool-specific claims and answers from the case data. With a better understanding of the terminology, backgrounds and tools, the author was able to reduce the raw data (Miles and Huberman, 1994), for instance, by simplifying and abstracting the data by finding similar answers or understanding the technical solutions that enable certain ALM features. Paper II shows a summary of the tables of the analysed interview and questionnaire data. The data were organised and described according to the solution description, advantages, challenges/improvements and distribution. As the tables were also used in publication, the form of the table was agreed with the representative of case organisation 1.

The analysis of the ToolChain case data was more straightforward. The author compared the ToolChain against the ALM elements of the ALM framework and documented the solution according to the framework, i.e., which features were included and how, and which features were missing. The questionnaire responses were presented, discussed and complemented in a workshop session, as
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presented in the previous section. The advantage of this session was two-fold: first, it could be used to collect additional information and second, it could be used to analyse and comment on the data.

Furthermore, the GSD patterns described in Paper IV were compared against the ALM framework elements (Paper IV and Paper VI) to discover which GSD patterns could be used to analyse the GSD features of the ALM solutions. The mapping was done in a virtual workshop session (conference phone, screen sharing) with Mr. Antti Välimäki who described a proposal for GSD process patterns in his research (Paper IV). In this session, each ALM element was checked against each GSD pattern. The aim was to determine which GSD pattern descriptions contained issues that also existed in some ALM elements. The result of this mapping is presented in Paper VI.

3.3.4 Reporting

To improve the quality of the study, Yin (2003) presents it as a good procedure to have the draft report reviewed by the participants and informants in the case. The results of the cases presented in this research have been reviewed by the contributors prior to reporting. The results and conclusions of the ALM cases have been reviewed by the development manager and project managers of case organisation 1. The results and conclusions of the ToolChain case have been reviewed by the demonstration group members and workshop participants.

Walsham (1995) presents issues that need to be reported in an interpretive case study. If they are compared with the public reporting of the case studies presented in this thesis, it can be noted that some issues could not be revealed. These include the details of the research sites (company name, geographical locations, details about the subsystems) and detailed hierarchical or professional information about the people who were chosen for this study. This information was declared classified.

According to Runeson and Höst (2009), there may be a different audience for the research and it may lead to different kinds of reports for different audiences. The cases presented in this thesis are reported for a professional and academic audience:

- Academic forums: all the papers (Papers I–VI) included in this thesis have undergone a full paper review. Paper IV received best paper award at the EuroSPI 2009 conference.
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3.4 Research context

This section presents the contexts of the cases. Both organisations produce complex multidiscipline products, meaning that the products comprise SW and HW subsystems.

3.4.1 Case organisation 1: ALM cases

Case organisation 1 is a company that operates in the field of the automation industry. The company is a global supplier of technology and services for a number of industrial fields, such as, power generation, oil and gas, recycling, and pulp and paper. The company has worldwide operations in, for instance, engineering, production, procurement and service business. The company designs, develops and delivers automation and information management application networks and systems, intelligent field control solutions, and support and maintenance services.

Product development is organised according to product lines. As it is no longer competitive to develop multiple products one at a time, the case study company has adopted a product platform approach. The product is therefore based on a product platform on which customer-specific features are configured. The company produces complex automation systems for which the SW is part of the system.

The company operates in a multi-site environment. The challenges of the global development environment therefore need to be resolved. Previously, the company’s ALM solution for distributed development comprised several somewhat isolated databases to manage project-related data such as version control, document management and fault management systems. The geographic distribution together with increasing complexity and efficiency demands forced the company to seek solutions that were more integrated to coordinate distinct project phases and provide a centralised project database for all project-related data.
In practice, at the first stage, this involved the deployment of a commercial ALM tool configured with the Scrum process template.

The improvement in ALM focuses on two SW teams (referred to in this thesis as SW Team 1 and SW Team 2), each having several SW projects running in parallel. Depending on the workload, each team has about ten members, and the number of projects may vary from three to six. The projects are currently geographically distributed over several sites (two countries). Each project typically has fewer than ten project members as the reported appropriate size for agile projects. SW Team 1 produces a SW product that constitutes one part of the common automation product platform, whereas SW Team 2 produces SW products for specific industry segments. The teams have adopted the agile development method Scrum.

### 3.4.2 Case organisation 2: ToolChain case

The case study company operates in the field of telecommunications. In this organisation, the ToolChain was not used in actual product development but was used to measure and analyse the performance of the third-party portable embedded platform. The demonstration group in case organisation 2 was also motivated to test its analysis tool (Tuuttila and Kanstrén, 2008) as part of the ToolChain and to gain experience of the Eclipse-based ToolChain in its organisational context.

The platform under analysis was a mobile Linux computer for industrial purposes with a TFT touch screen and a multitude of interfaces (Espotel, 2010). The demonstration project consisted of three persons from case organisation 2. Two persons focused on the usage of the ToolChain as an integrated development environment for test data collection, management and analysis. The third person focused on multivariate analysis of instrumented test data. The demonstration project used the ToolChain configured to support test data collection, management and analysis. Platform monitoring was carried out using a testing device from case organisation 2. The selected ToolChain configuration (Eskeli, 2009) contained tools for requirements management, project management, test management, test data management, test analysis and configuration management. The following list enumerates the tools used in the demonstration project:
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- **Requirements Management**: *Open Source Requirements Management Tool (OSRMT)* for managing requirements and features
- **Project Management**: Trac is originally aimed at issue management. In this demonstration, it was used for project management (management of tasks)
- **Test Management**: TestLink is used for documenting and managing test cases
- **Test Data Management**: Probe database (ProbeDB) (Vitikka, 2009) is a tool for importing, processing, managing and exporting instrumented test data
- **Test Analysis**: The MultiVariate Analysis (MVA) solution (Tuuttila and Kanstrén, 2008) is intended for visualising multidimensional data. In this demonstration, it is used for the visualisation of instrumented test data
- **Configuration Management (CM)**: Subversion is used for configuration management activities (storing source code, versioning, baselining).

The demonstration project carried out one sequential analysis iteration that started from the requirements and task definition, followed by a test case definition. The SW was implemented for the instrumentation of the embedded platform. The test cases were executed and the instrumented data were collected and stored, and after setting visualisation and analysis parameters, they were transferred to the visualisation and analysis tool. The results of the performance analysis were given to a third-party company. The results can be used in future platform optimisation projects.

### 3.5 ALM framework construction

The main contribution of this research is the proposed ALM framework that can be used to document and analyse the organisation’s ALM solutions. The ALM improvement work in the case studies was supported by the ALM framework that was used for documenting and analysing the ALM solutions of case organisation 1, finding improvement ideas for ALM solutions in the organisation and analysing the tool integration environment in the ToolChain case. Figure 2 presents the history of the ALM framework development. The demonstration of the
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ALM framework and the collection of information for the framework refinements were carried out in case studies.

![Figure 2. ALM framework construction and demonstration.](image)

The phases of the ALM framework construction and demonstration are shown in Figure 3. The figure shows how the research has been structured from iterative phases in which the ALM framework was constructed and demonstrated. During these phases, the author increased the understanding of ALM as a concept for himself. These phases will be explained next to reveal how the research process proceeded in chronological order.

3.5.1 Literature study and Phase 1 (autumn 2006–autumn 2007)

The first study related to ALM was carried out in 2006 and disseminated in Paper V. For each ALM case paper, the author also carried out complementary literature studies. Industrial cooperation relating to ALM started with a literature study at the end of 2006, discussions with case organisation 1, and a first case study in 2007. The first version of the ALM framework was based on Schwaber (2006) and adapted with professional and scientific publications and the ALM vendors’ websites. In the first case study, the company’s ALM solution version one was analysed and documented using the first version of the ALM framework. We used a two-step approach for the ALM-related data collection (questionnaire, interviews). The teams had two project managers running parallel projects. These two project managers were interviewed using semi-structured interviews while visiting the case study company’s main site. The ALM system and other databases, which were also used in a case project, were demonstrated
to the author. The results of the first case study were reviewed by the project managers and development manager of case organisation 1. This phase also resulted in refinements to the ALM framework. The results of the first research phase were presented in Paper I. The second ALM framework was introduced in Paper II.

![Figure 3. Phases of the ALM framework construction and demonstration.](image)

### 3.5.2 Phase 2 (spring 2008)

On second phase, beginning of 2008, the project managers were interviewed again using a semi-structured interview. The interview was structured using the second version of the ALM framework. In this phase, Microsoft’s Team Foundation Server ALM suite was also demonstrated at VTT. Data gained from the first and second phases were then analysed against the second version of the ALM framework and reported. In order to analyse how ALM could support the distributed development environment, the study also analysed the company’s ALM solution against the 3C model (Anderl et al., 2008). At this point, the results of the ALM case were reviewed by the project managers and development manager of the case study company. The results of the second research phase were presented in Paper II.
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3.5.3 Phase 3 (autumn 2008–spring 2009)

The third research phase produced the current state analysis of ALM solution version three in the company and further elaborated the ALM framework by defining relations between framework elements. The motivation for this case study was the prior knowledge that both SW teams had successfully implemented improvements related to the requirements management of their ALM solutions and that these solutions were different. It was therefore interesting to find out why the teams ended up with different solutions and whether it was possible to describe these different solutions using the ALM framework. The data for this study were collected by updating the company’s previous ALM description based on the information received from the complementary interviews of the project managers (i.e., what had changed and why the teams ended up with different solutions). In Phase 3, the ALM framework was extended by defining relations between the ALM elements. These relations were compiled from comparisons of practical ALM solutions and the ALM framework elements. This resulted in the third ALM framework version. Version three of the ALM framework description, the analysis results and the conclusions drawn were reviewed and complemented by the project managers and development manager of the case study company. The results of the third research phase were presented in Paper III.

3.5.4 Phase 4 (spring 2009–autumn 2009)

The fourth research phase studied the relations of the ALM framework and the GSD patterns and demonstrated these to analyse the global, Eclipse-based, tool integration environment named ToolChain (Paper V) in order to support its development towards lifecycle management in a global development environment. In this study, we compared ALM framework elements and GSD patterns and identified relations between the elements and patterns (Paper IV and VI). This information can be used to point out issues with the ALM framework elements that need to be solved in order to provide ALM support for the management of global SW development. The analysis of ToolChain was carried out against the ALM framework and ALM-related GSD patterns. ToolChain was also tested in a telecommunications company where the aim was to use the ALM framework as a frame to collect and analyse practical experiences while the case study company used ToolChain to support test data collection, storage, processing and
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The solution was introduced to the members of the demonstration group in the case organisation. One person from the company was responsible for setting up the ToolChain to its IT environment, and two of the persons tested the solution in the company. The experience data from the use of ToolChain were collected via a questionnaire. Responses were presented, discussed and complemented in a workshop session in cooperation with industry (three companies) and VTT, representing specialists in SW development and testing, and software process improvement (SPI). This study is presented in Paper VI.

3.6 Summary

This research has adopted an interpretive approach to collecting and analysing the interpretations of real users of ALM solutions. Data collection, analysis and documentation have been supported by the ALM framework that was iteratively constructed and demonstrated during this research. The main aim has been to define and demonstrate the ALM framework that can be used to document and analyse the organisation’s ALM solution. The ALM framework has been constructed and demonstrated in four phases using the case study as a research method:

- Phase 1: the ALM-related, initial literature study and construction of the first ALM framework version, and using it in the first ALM case documentation (Papers I and V). Construction and description of the second ALM framework version (Paper II).
- Phase 2: applying the second ALM framework version in the second ALM case documentation. Analysing the case results against the 3C model. (Paper II).
- Phase 3: using the second ALM framework in the third ALM case documentation and constructing the third ALM framework version (Paper III).
- Phase 4: using the third ALM framework version to analyse the ToolChain (Paper V) tool integration environment from the ALM and GSD pattern (Paper IV) point of view and proposing features that extend the ToolChain towards application lifecycle management (Paper VI).
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This section presents the proposed ALM framework that is the key contribution of the thesis. First, the section introduces the concept of a framework. Next, it introduces the proposed ALM framework, which comprises the elements of ALM, the relations of the ALM elements and the way the ALM elements relate to the GSD patterns.

4.1 The need for an ALM framework

A framework concept was selected in this research as the form of presentation for Application Lifecycle Management. Miles and Huberman (1994) define that ‘a conceptual framework explains, either graphically or in narrative form, the main things to be studied – the key factors, constructs or variables – and the presumed relationship among them’. According to Fisher (2007):

‘In a conceptual framework, you put the concepts together as in a jigsaw puzzle. You work out how all the concepts fit together and relate to one another. The first stage of theorising identifies and clarifies concepts; the second stage concentrates on the connections and relationships between the concepts.’

The concept of a framework has been used in several studies to describe the proposed solution to a defined research problem. Pikkarainen (2008) and Kanstrén (2010), for instance, have dressed their contribution to their research problems in the form of frameworks. In the research presented in this thesis, the purpose of the framework was twofold. First, the ALM framework was used as an evolving insight into the concept of ALM to help data collection, analysis and documentation during the case studies. Second, the main result of the research process was a proposal for the ALM framework that was constructed and dem-
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onstrated iteratively during the series of case studies. The ALM framework provides the means for scientists and practitioners to understand the complexity of ALM from an ALM solutions perspective, i.e., what the principal elements of ALM are. In addition, according to our case experiences, the framework can be used to document, analyse and find improvement ideas for an organisation’s ALM solution.

The need for the ALM framework arose from the lack of clear means to document and analyse the organisation’s ALM solution (Paper I). The whole concept of ALM was also found to be unclear and driven by tool vendors (also reported in Weiß et al., 2009, and Göthe et al., 2008). The construction and demonstration of the framework is presented in Sections 3.5 and 5.

4.2 ALM framework

ALM Framework version three (Paper III) complemented by the ALM/GSD mapping (Paper VI) forms the proposed ALM framework. The proposed ALM framework comprises the following segments:

- **The principal elements of ALM**: elements of ALM that form basic building blocks of ALM. They introduce a generic set of elements that typically occurs in some form in every SW development project.

- **Description of relations between ALM elements**: ALM elements form a complex in which elements complement each other and thus contribute to more complete ALM features.

- **Mapping between ALM elements and GSD patterns**: the mapping illustrates how ALM may provide support for defined GSD patterns that are proposed solutions for GSD problems.

Each of the segments presented above will be introduced in the following subsections.

The use of the framework for documentation and analysis of an ALM solution requires an understanding of the background of different ALM-related disciplines. In the cases, the author has used his prior knowledge of requirements management, software configuration management, and tool integration. Prior knowledge of agile methods also facilitated the documentation and analysis of ALM cases, as both SW teams used the SCRUM development method. The form of documentation evolved during the research process (see, for example,
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Paper II) and resulted in a preliminary structure of the ALM document template. According to the case studies, the following issues should be documented for each ALM framework element during the ALM documentation in an organisation under study:

- The solution’s current state description: textual description for each element and additional descriptions for three elements (discussed in more detail in the next section):
  - Summary table providing an overview of lifecycle artefacts (‘Creation and management of lifecycle artefacts’ element).
  - Traceability model presenting lifecycle artefacts, tool/database information and relations between artefacts (‘Traceability of lifecycle artefacts’ and ‘Tool integration’ elements).
- Positive things related to the ALM framework element found in this study.
- What to improve related to the ALM framework element found in this study.

The summary of improvement ideas could be collected in a list at the end of the current state document. The detailed agreement about the description format should be agreed with the representative of an organisation under study.

4.2.1 The principal elements of ALM

This section summarises the principal elements of the ALM framework:

- Creation and management of lifecycle artefacts (Section 4.2.1.1)
- Traceability of lifecycle artefacts (Section 4.2.1.2)
- Reporting of lifecycle artefacts (Section 4.2.1.3)
- Communication (Section 4.2.1.4)
- Process support (Section 4.2.1.5)
- Tool integration (Section 4.2.1.6).
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4.2.1.1 Creation and management of lifecycle artefacts element

The ‘creation and management of lifecycle artefacts’ element is the foundation of ALM. It provides the mechanisms needed to create, store and manage lifecycle artefacts. First, in the ALM documentation and analysis, this element is used to document the development lifecycle activities (or disciplines as expressed in Shaw, 2007). Next, the element documents and analyses which data items are created, stored, identified, versioned and managed during the various activities of the development lifecycle as well as which tools are used to create and manage these artefacts. These artefacts are typically requirements, designs, source code, test cases, etc. These artefacts may also relate to, for instance, project management (e.g., task, sprint) and resources (e.g., team) that are needed to organise and follow the development work. The element is important as it provides basic information for further analysis with subsequent framework elements such as traceability, reporting and tool integration. The documentation and analysis of this element may reveal issues that are subject to improvement. Unambiguous identification of lifecycle artefacts, for instance, is an essential pre-requisite of information management activities (see, for example, Kotonya and Sommerville (1998) from a requirements management point of view and Whitgift (1991) from a configuration management point of view). Therefore, if, for example, the product idea item needs to be traced to the requirements, the essential prerequisite is that product ideas are stored and unambiguously identified so that these unique identifiers may be used to define traceability information (Sommerville and Sawyer, 1997).

As an example, in the ALM documentation the artefact information related to this element was collected in a table comprising each lifecycle artefact (Figure 4 shows an example): identification procedures, naming procedures, structure management, versioning procedures, change management procedures, tools that are used to create the artefact and tools/databases that are used to manage the artefact.
Figure 4. An example from the ‘Creation and management of lifecycle artefacts’ element summary documentation from the ALM documentation.

4.2.1.2 Traceability of lifecycle artefacts element

The ‘traceability of lifecycle artefacts’ element provides the means to identify and maintain relationships between artefacts managed by the ‘Creation and management of lifecycle artefacts’ element. In the ALM documentation and analysis, this element is used to document and analyse the traceability of lifecycle artefacts. The purpose of this element is wider than the concept of traceability in requirements management. This element relates to the traceability of any artefacts produced during the development lifecycle (see, for example, the definition of ALM in Schwaber, 2006). It therefore facilitates reporting, change impact analysis and information visibility through the development lifecycle.

In order to understand and gain an overview of the traceability of the lifecycle artefacts in the cases presented in this thesis, traceability models were used to describe the associations between the lifecycle artefacts. The requirements traceability literature has used models to describe the relations between different items, for instance, in Ramesh and Jarke (2001), and Toranzo and Castro (1999). An example of a general traceability model constructed based on an industrial survey is presented by Gills (2005). This kind of presentation can be equipped with the direction of traceability (i.e., forwards – backwards, (Kotonya and Sommerville, 1998)). Furthermore, if database/tool-related information is embedded into the models (see Figure 5 as an example), it is possible to visualise which associations occur within a database and which are realised as some sort of references between different databases. The presentation allows much information to be described in quite a compact format. During the cases, it became evident that if there are many artefacts, associations and databases, the models easily become quite complex and difficult to read. The models therefore need to
be explained to understand, for instance, the reasons for the association or the
solution that implements the association (i.e., practical integration). This could
be facilitated using a spreadsheet application, by simply documenting associa-
tions in the intersections of lifecycle artefacts in a matrix. This could be seen as
an application of a traceability matrix (Sommerville and Sawyer, 1997) to
document and explain the associations between different types of lifecycle arte-
facts in table format.

Figure 5. An example of the documentation of traceability between lifecycle artefacts.

4.2.1.3 Reporting of lifecycle artefacts element

The ‘reporting of lifecycle artefacts’ element provides mechanisms to generate
information about the status of lifecycle artefacts and the status of SW develop-
ment in general. This is important, as reports are feedback mechanisms for pro-
ject managers to see if the project is on schedule (Doyle and Lloyd, 2007). In the
ALM documentation and analysis, this element is used to document and analyse
how the solution supports reporting of the lifecycle artefacts. Reporting is ac-
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Acknowledged as an important part of configuration management (i.e., status accounting, see, for example, IEEE Std-828 (2005) and Buckley (1996)). According to Leon (2000) and Buckley (1996), the reports in configuration management can be divided into:

- standard reports: the generation of standard reports should be as automated as possible
- ad hoc (on-demand) reports: ad-hoc reports are needed more occasionally and the solution should provide the possibility to extract ad hoc queries from project data.

In the cases, the reports used by the SW teams were listed (generated automatically or manually from the ALM solution). The templates and terminology of the reports are development-method and organisation specific. During the case studies, case organisation 1 therefore provided some examples from the reports generated by their solution. Furthermore, in order to understand reporting in the context of tools, the generation of reports and their communication in TFS (Figure 6) (e.g., using Project Portal and Team Explorer) were demonstrated at VTT (Vitikka, 2009).

<table>
<thead>
<tr>
<th>Id</th>
<th>Sprint Name</th>
<th>Product Backlog Item Name</th>
<th>Sprint Backlog Item Name</th>
<th>Estimated Effort</th>
<th>Work Remaining</th>
</tr>
</thead>
<tbody>
<tr>
<td>148</td>
<td>Report sprint</td>
<td>Database Export</td>
<td>Related to work item 142 - Database Export: XML parser</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>144</td>
<td></td>
<td></td>
<td>Related to work item 142 - Database Export: Database export (initial)</td>
<td>4</td>
<td>0</td>
</tr>
<tr>
<td>145</td>
<td></td>
<td></td>
<td>Related to work item 142 - Database Export: Data formatting and exporting to a file</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>146</td>
<td>Unallocated</td>
<td>Text Based UI</td>
<td>Related to work item 143 - Text Based UI: Main control screen</td>
<td>4</td>
<td>4</td>
</tr>
</tbody>
</table>

Figure 6. An example of a TFS report.
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4.2.1.4 Communication element

In the ALM analysis, the ‘communication’ element is used to document and analyse the kinds of means or practices that exist for communication in an ALM solution. This element includes, for example, data sharing and communication tools and practices in the development lifecycle. Communication can be divided into synchronous and asynchronous communication. Synchronous communication consists of communication forms such as meetings, phone, videoconference, chat, etc. Asynchronous communication consists of communication forms such as discussion forums, email, notifications, fax, common databases, etc. The type of communication required for a particular situation depends on the time/place matrix (Table 1) (Schlicter et al., 1998).

<table>
<thead>
<tr>
<th>Same time</th>
<th>Different time</th>
</tr>
</thead>
<tbody>
<tr>
<td>Same place</td>
<td>1</td>
</tr>
<tr>
<td>Different place</td>
<td>3</td>
</tr>
</tbody>
</table>

The communication in quadrants 1 and 3 allow the use of synchronous communications (e.g., meetings, phone, videoconferences), while quadrants 2 and 4 only allow asynchronous communication (e.g., email, fax) (Meade, 2001). Different communication tools can be used separately or integrated into development environments.

In the cases, solutions used for synchronous and asynchronous communication were listed. The ALM tool vendors have expanded their tools towards communication. The TFS project portal, for example, enables the use of discussion forums and announcements/notifications for the SW team. An example of an asynchronous communication channel is the Report Portal in the Project Portal (see Figure 6).

4.2.1.5 Process support element

The ‘process support’ element provides means to support a company’s predefined processes (e.g., product development methods, change process, etc.). In the ALM analysis, this element is used to document and analyse the way the whole development lifecycle is supported by the ALM solution. Each organisa-
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tion usually has its own SW development needs and therefore ‘methods should be tailored to the actual needs of the development context’ (Fitzgerald et al., 2003). It is thus also important that the ALM solution support the selected SW development methods and practices used in the organisation (or even project). ALM works in conjunction with selected SW development methods, providing support and automation for various activities such as a storage place for artefacts, information visibility and traceability. The configuration of an ALM tool therefore depends on the development methods. The agile development method, Scrum, for instance, operates with certain items (product backlog item, sprint backlog item, etc.) and requires certain reports (e.g., a sprint burn-down chart).

According to Estublier (2000), there are, technically, two techniques that can be used to provide tool support for processes: State Transition Diagrams (STDs) and Activity Centred Modelling. In practice, STD-based solutions provide the possibility to define the states and transitions between the states for an item type to support operation according to the company’s processes. It therefore describes the legal way for an item to evolve (Estublier 2000). In Activity Centred Modelling, the activity plays a central role, and models express the data and control flow between the activities (Estublier 2000). This type of modelling emphasises the work (or tasks) that needs to be done. A more advanced approach to process support is the process template. The IBM Rational Method Composer and Microsoft’s MSF are examples of this kind of utilities. IBM Rational Method Composer provides a process template and tools for application lifecycle management. Microsoft’s MSF provides process guidance that can be tailored to different variations, and VSTS can be configured to support these definitions (Guckenheimer, 2006).

In the cases, the mechanisms for process support were documented and analysed. In the ALM cases, the solutions for process support were mostly STD based, but TFS process templates that can be used to configure the whole ALM tool from requirements gathering to release represented an advanced approach to the process support. The use of process templates (Process Manager) and the tailoring of these templates using the Process Editor were demonstrated (Vitikka, 2009) (Figure 7) to provide an understanding of the tool capabilities and the effort required to process template tailoring. The ToolChain case represented different approach to process support – a kind of work guide (named ‘workflow support’ in the tool) that presented tasks with tool instructions to carry out the tasks the user has to follow to complete certain development steps (i.e. Activity Centred Modelling type of process support).
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Figure 7. Process Editor for the modification of process templates.

4.2.1.6 Tool integration element

In the ALM analysis, the ‘tool integration’ element is used to document and analyse the kinds of tool integrations that exist in the development environment. There are different ways to handle integration, for instance, integration types presented in Crnkovic et al. (2003), and Sääksvuori and Immonen (2004).

In the cases, the tool integration was documented. In the ALM cases, the integration of project data management systems (i.e., CM, test document DB, fault DB, etc.) was presented as part of the traceability model comprising items grouped according to the databases and traceability information between the artefacts (see Figure 5). In the ToolChain case, the integrated development environment comprised a set of tools from requirements management to test data management integrated into the Eclipse tool integration environment (Figure 8).

Even though tool integration is recognised as an important aspect of ALM (e.g., Schwaber, 2006; Schwaber, 2005) it is not self-evident. Some operations that need to be carried out just a couple of times during the development project can also be supported using manual import/export routines, i.e., loosely coupled integration with a proper process (Paper III).
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4.2.2 Description of relations between ALM elements

When the practical implementations of ALM in the case study company and the ALM elements in the framework were compared, it was possible to define relations between the elements (see Section 5.3 for the initial presentation of the relationships). The key ALM elements are ‘creation and management of lifecycle artefacts’, ‘traceability of lifecycle artefacts’, ‘reporting of lifecycle artefacts’ and ‘communication’. These elements have a hierarchical relationship to each other (Fisher, 2007) in which the elements form successive activities in which previous activity is needed to accomplish successive activities. Similarly, Buckley (1996) has presented configuration management activities as a chronological process. In the process, previous steps form a basis for successive steps. For instance, identification activities are used to establish and maintain a definitive basis for control (i.e., Change Management) and status accounting (i.e., reporting).

The remaining ALM elements, namely ‘process support’ and ‘tool integration’, focus on setting the effective development environment for the ALM key elements. Figure 9 explains the relations between the ALM elements. In the figure, the ALM elements are expressed as boxes, with arrows between the boxes showing the relations (read the direction of the to-arrow). Four ALM key elements are presented on the right-hand side inside the box.
4. Towards an Application Lifecycle Management Framework

The ‘creation and management of lifecycle artefacts’ element is the foundation of ALM. The information collected and managed by this element is needed for, for instance, traceability and reporting activities.

The ‘traceability of lifecycle artefacts’ element provides a means to identify and maintain relationships between managed lifecycle artefacts and, therefore, facilitates reporting, change impact analysis and information visibility through the development lifecycle. The ‘traceability of lifecycle artefacts’ element therefore uses artefacts managed by the ‘creation and management of lifecycle artefacts’ element in order to identify and maintain traces between the artefacts for traceability purposes.

The ‘reporting of lifecycle artefacts’ element utilises the managed lifecycle artefacts and traceability information to generate the necessary reports to support SW development and management. The ‘reporting of lifecycle artefacts’ element therefore uses artefacts managed by the ‘creation and management of lifecycle artefacts’ element and uses traces managed by the ‘traceability of lifecycle artefacts’ element in order to generate reports from this data.

Figure 9. Relations between different elements of ALM explained.
4. Towards an Application Lifecycle Management Framework

The ‘communication’ element provides communication tools (e.g., chat) as well as channels for distributing information on product lifecycle artefacts, links and reports and thus facilitates product information visibility for the whole SW project. The ‘communication’ element therefore communicates artefacts managed by the ‘creation and management of lifecycle artefacts’ element, communicates traces managed by the ‘traceability of lifecycle artefacts’ element and communicates reports generated by the ‘reporting of lifecycle artefacts’ element.

The ‘process support’ and ‘tool integration’ elements are used to configure the ALM solution to support SW development procedures and facilitate a productive development environment by allowing the user to launch tools and transfer information easily between different tools and databases. The ‘tool integration’ element therefore provides integrated toolsets and databases for ALM key elements, and, on the other hand, the ‘process support’ element configures the ALM key elements to support a selected development method in the organisation.

An example in the TFS environment that reflects these relations is the generation of a ‘product backlog composition’ report for the Project Portal. The TFS Scrum process template contains a ‘product backlog composition’ report. The report collects managed Scrum items (PBIs, SBIs) as well as their relations to generate a report that presents PBIs and their related SBIs as well as their realisation-related information (hours). This report can then be made visible through a Project Portal that facilitates real-time information visibility via a web browser for the whole SW project.

4.2.3 Mapping between ALM elements and GSD patterns

ALM support for Global Software Development has been analysed using the GSD Project Management Pattern Language (Paper IV). This proposed Pattern Language includes 18 process patterns that have been found to be important in the area of project management in GSD. When these GSD patterns were compared with ALM elements in Papers IV and VI, it was noted that some patterns related to ALM elements (Table 2). Patterns named ‘Communication Tools’, and ‘Common Repositories and Tools’ related to ALM elements. Furthermore, ‘Use Common Processes’ related to an ALM element called ‘Process Support’. This shows that ALM databases may be used as solutions to meet the problems indicated in GSD patterns. Some other patterns relate indirectly to ALM elements. An ‘Iteration Planning’ pattern, for instance, uses ‘Communication Tools’ and ‘Common Repositories and Tools’ patterns to support synchronous communica-
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tion and information visibility during planning meeting. These indirect relations are presented in Figure 10. Lines between the dashed line boxes and solid line boxes represent relations between ALM elements and GSD patterns. Lines between solid line boxes represent relations between GSD patterns and, therefore, indicate indirect relations between ALM elements and GSD patterns.

Table 2. Mapping between ALM elements and related GSD patterns (Paper VI).

<table>
<thead>
<tr>
<th>ALM elements</th>
<th>Related GSD patterns</th>
<th>How GSD patterns cover ALM elements</th>
</tr>
</thead>
<tbody>
<tr>
<td>Creation and management of lifecycle artefacts</td>
<td>Common Repositories and Tools (ID 07)</td>
<td>Global databases to support the management and visibility of lifecycle artefacts</td>
</tr>
<tr>
<td>Traceability of lifecycle artefacts</td>
<td>Common Repositories and Tools (ID 07)</td>
<td>Traceability of lifecycle artefacts in the GSD environment</td>
</tr>
<tr>
<td>Reporting of lifecycle artefacts</td>
<td>Common Repositories and Tools (ID 07)</td>
<td>Reporting of lifecycle artefacts and traces in the GSD environment</td>
</tr>
<tr>
<td>Communication</td>
<td>Common Repositories and Tools (ID 07) or Communication Tools (ID 06)</td>
<td>Asynchronous communication (visibility of lifecycle artefacts) or Synchronous/asynchronous communication tools (e.g., net meeting, chat, conference phone, discussion forum)</td>
</tr>
<tr>
<td>Process support</td>
<td>Common Repositories and Tools (ID 07) or Use Common Processes (ID 12)</td>
<td>Process support features such as state models, workflows or process templates or Common upper level GSD process and ability to tailor process support for a project or a team at site level</td>
</tr>
<tr>
<td>Tool integration</td>
<td>Common Repositories and Tools (ID 07)</td>
<td>In practice, a common repository can be a single central database or several integrated databases.</td>
</tr>
</tbody>
</table>
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Figure 10. Relations between ALM elements and GSD patterns.
5. Contribution of the thesis

The key contribution of the thesis is the construction and demonstration of an Application Lifecycle Management framework. Research phases presented in Section 3 form a path from the initial ALM literature study to the application of the third ALM framework version in ToolChain (global tool integration environment) case (Table 3).

<table>
<thead>
<tr>
<th>Research phases</th>
<th>Papers included in this thesis and how they contribute to different research phases</th>
</tr>
</thead>
<tbody>
<tr>
<td>Literature study</td>
<td>Paper V: First ALM-related literature study of this research</td>
</tr>
<tr>
<td></td>
<td>Paper I: ALM framework first version, first ALM case study (referred to as ‘case study 1’) using the first version of the ALM framework</td>
</tr>
<tr>
<td></td>
<td>Paper II: Description of the second version of the ALM framework</td>
</tr>
<tr>
<td>Phase 1</td>
<td></td>
</tr>
<tr>
<td>Phase 2</td>
<td>Paper II: Second ALM case study (referred to as ‘case study 2’) using the second version of the ALM framework. Analysing the ALM solution against a 3C model</td>
</tr>
<tr>
<td>Phase 3</td>
<td>Paper III: Third ALM case study (referred to as ‘case study 3’) using the second version of the ALM framework. Description of the third version of the ALM framework</td>
</tr>
<tr>
<td>Phase 4</td>
<td>Paper: IV: First analysis of GSD patterns and ALM elements</td>
</tr>
<tr>
<td></td>
<td>Paper: V: ToolChain background study</td>
</tr>
<tr>
<td></td>
<td>Paper VI: ALM/GSD mapping. Fourth ALM case study (referred to as ‘case study 4’, ToolChain case) using the third version of the ALM framework</td>
</tr>
</tbody>
</table>

Table 3. Research phases and papers related to the phases.
Papers I, II, III and VI form the main storyline of the thesis. They correspond to the different phases of the research from the literature study through phases one, two, three and four. Papers IV and V are important to this thesis by contributing to it as follows. Paper V presents our first literature study related to ALM. Furthermore, it presents the background to VTT’s ToolChain solution that is analysed in Paper VI from an ALM and GSD point of views. Paper IV presents the first analysis in which GSD patterns have been analysed against ALM elements. The paper also indicates that based on the study presented in the paper, ALM-related GSD patterns support the operation in a global development environment well.

The contribution of the papers to the research phases is explained in the next subsections.

5.1 PAPER I: Impact of Application Lifecycle Management – A Case Study

Paper I focuses on the key issue of the thesis – constructing and demonstrating the Application Lifecycle Management framework. The paper is based on data collected from case organisation 1 and the literature study of the author. The starting point for the ALM framework construction was that the term ALM was unclear (see, for example, Weiß et al., 2009) and that its improvement needed to be supported in case organisation 1. In this case study, the aim was to gather and analyse the first experiences when a company moves towards distributed ALM. From a research point of view, the aim was to create an ALM framework that can be used to analyse the current state of the ALM solution in a target organisation and to detect ALM elements that may need to be improved. This case study started a longitudinal case study in which the ALM framework was iteratively applied in case studies and refined based on the results of the case studies. The paper discusses the concept of ALM and constructs the first version of the ALM framework. The framework is based on information gathered from literature and the vendors’ web pages. The elements of the first version of ALM framework are:

- **Creation and management of project artefacts**: How different data items are created, identified, stored and versioned in various phases of a project lifecycle? All project data should be shared securely and easily by all stakeholders. Team communication should be supported.
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- **Traceability of lifecycle artefacts**: How is traceability in a project lifecycle handled? Traceability provides a means to identify and maintain relationships between artefacts and, therefore, facilitates reporting, change impact analysis and information visibility through the product lifecycle.

- **Reporting of lifecycle artefacts**: How does the solution support reporting in a project lifecycle? The solution should facilitate the gathering, processing and presentation of information related to process and configuration items for an organisation.

- **Process automation and tool integration**: How well do the tools support lifecycle processes and what kind of tool integrations are there? An ALM solution should support the procedures of the project and facilitate fluent data exchange and queries between various development and management tools.

When constructing the first version of the ALM framework, the main source was the description of three pillars of ALM by Schwaber (2006). Case data were collected from two SW teams by means of a questionnaire (project members and project managers) and interviews (project managers). The framework was used in the data collection, and in documenting and analysing the organisation’s ALM solution.

This four-element framework was found to be too rough. The study showed that the framework needed to be elaborated, especially with regard to the ‘communication’ element of ALM. First, communication was treated in an initial framework as part of the ‘creation and management of project artefacts’ element, as common databases provide means for sharing product- and project-related information. The role of communication in ALM is broader however. It covers communication channels for exchanging product and project data, but also other informal communication channels, such as chat, discussion forums, etc. Both aspects, synchronous and asynchronous communication, which are especially relevant to support geographically distributed development, needed to be handled. This was detected in a case study. Process automation and tool integration were also handled in the same element, as ALM should support the procedures of the project in an integrated development environment to support the whole development lifecycle. Even though the case data also supported the view that an integrated toolset with process support is important, these elements needed to be separated in the ALM framework for documentation purposes. As the ALM framework is used to document and analyse practical ALM solutions, it is rea-
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It is reasonable to form it so that it provides clear structure for the documentation of the ALM solution. The ALM framework element named ‘process automation’ was changed to ‘process support’, as that is also used in SCM literature (e.g., Estublier, 2000) and it better describes the element. Furthermore, the terminology of the ALM elements was made more consistent by replacing the name ‘creation and management of project artefacts’ with ‘creation and management of lifecycle artefacts’. These refinements finally resulted in the second version of the ALM framework, which is introduced in more detail in Paper II.

The author is the main writer of and contributor to Paper I. He carried out literature studies, ALM framework construction, planning of questionnaire and interview questions, conducted interviews, analysed case data, and made refinements to the initial ALM framework. Mr. Antti Välimäki (co-author) contributed to Paper I by helping to arrange the case and field visit, reviewing the questionnaire and interview questions, and helped that the necessary information were gained from case organisation 1. As a company insider, he provided his contribution to the analysis of the case data. He was especially interested in the distributed development and analysed data as input to his research relating to the ‘GSD patterns for project management’.

Key results of the paper:

- First version of the ALM Framework based on the literature and vendor’s web pages and its application in an industrial case study for documenting and analysing a case study company’s ALM solution.
- Refinements to the initial ALM framework based on case results (resulted in the second version of the ALM framework introduced in Paper II).

5.2 PAPER II: Get a Grip on your Distributed Software Development with Application Lifecycle Management

Paper II continues the work started in Paper I. It presents the second ALM case study of the longitudinal case study in case organisation 1. The paper focuses on the key issue of the thesis – constructing and demonstrating the Application Lifecycle Management framework. The paper describes the second version of the ALM framework (Figure 11) and presents the second case study in case organisation 1 in which the ALM framework was applied.
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Figure 11. Second version of the ALM framework.

- **Creation and management of lifecycle artefacts:** This element is the foundation for the whole ALM framework. It is therefore located in the centre of Figure 11. This element is used to analyse which data items are created, stored, identified, versioned and managed during various phases of the development lifecycle.
- **Traceability of lifecycle artefacts:** This element is used to analyse the traceability of lifecycle artefacts.
- **Reporting of lifecycle artefacts:** This element is used to analyse the way the solution supports reporting in the development lifecycle.
- **Communication:** This element is used to analyse what kinds of means or practices there are for communication in an ALM solution.
- **Process support:** This element is used to analyse how the whole development lifecycle is supported by the ALM solution.
- **Tool integration:** This element is used to analyse what kinds of tool integrations exist in the development environment.

The same SW teams were the subject of the study as in the first case study. Case data were collected by interviewing project managers. The case data comprised data from the previous case study round (Paper I) complemented by the project manager’s second interview round. All the data were documented and analysed using the second version of the ALM framework. Furthermore, the paper pre-
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sented the analysis of the organisation’s ALM tool, Microsoft’s Team Foundation Server. The analysis was carried out at VTT.

The case study shows that the ALM framework can be used to document and analyse the organisation’s ALM solution. The relations between the ALM elements were still unclear however. The ALM framework element ‘creation and management of lifecycle artefacts’ forms the foundation of the whole ALM framework in which traceability, reporting and communication use the element, but the roles of subsequent relations remained unclear.

The case study also resulted in an analysis based on the 3C model of how ALM could support the management of distributed SW projects. An interesting finding from the study presented in Paper II was that two SW teams starting with similar ALM solutions deployed some team-specific adaptations to their ALM solutions. The ALM solutions of the teams therefore became different – the result of their different operational environments.

The author is the main writer of and contributor to Paper II. He conducted a literature study, the ALM framework description, carried out a second interview round, documented and analysed case data, and analysed the ALM framework against the 3C model. The analysis of TFS was performed in cooperation with Mr. Juha Vitikka (Vitikka, 2009). Mr. Antti Välimäki (co-author) contributed to Paper II by helping to arrange the second interview round, reviewing interview questions and helping to ensure that the necessary information was obtained from case organisation 1. He provided his contribution to the analysis and understanding of the case data and was especially interested from a distributed development point of view and analysed data as input to his research related to the ‘GSD patterns for project management’. Mr. Välimäki also participated in the analysis of ALM elements against the 3C model.

Key results of the paper:

- Detailed description of the second version of the ALM Framework and its application in an industrial case study for documenting and analysing a case study company’s ALM solution for a GSD environment.
- Description of experiences (solution, +, -, distribution) according to the ALM framework elements.
- Mapping how the ALM framework elements support the elements of the 3C model. ALM supports GSD from a 3C model point of view.
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5.3 PAPER III: Applying Application Lifecycle Management for the Development of Complex Systems: Experiences from the Automation Industry

Paper III continues the work started in Papers I and II and forms a third case study of the longitudinal ALM case study in case organisation 1. The paper focuses on the key issue of the thesis – constructing and demonstrating the Application Lifecycle Management framework. This case study analysed the ALM solutions of the two SW teams. The SW teams were the same as in the two previous case studies (Paper I and II). The motivation for this case study was the prior knowledge that both SW teams successfully implemented improvements related to the requirements management features of their ALM solutions and that these solutions were different. It was therefore interesting to find out why the teams ended up with different solutions and check if it is possible to describe these fairly different solutions using the ALM framework.

The key results of the paper were the application of the second version of the ALM Framework in the industrial case study for documenting and analysing the case study company’s ALM solutions in two SW teams. The case study also analysed the history of ALM solution development in the case study company and revealed that the development of the ALM solutions in a case study company in two SW teams was iterative starting from quite similar solutions and ending up as fairly different solutions based on their different needs. SW team 1 started with the solution that contained TFS in the central role, even though there were also some Notes databases. After a few years, the team ended up with integrated Notes databases, and TFS was only used for source code control. SW team 2 started with a TFS-centric solution with some Notes databases. They ended up with a solution in which the TFS had an even stronger role. SW team 1 therefore ended up with a Notes-dominant solution and SW team 2 with a TFS-dominant solution even though the purpose of SW systems they produce are the same (reporting SW). SW Team 1 produces SW that is part of an evolving platform product, however, whereas SW Team 2 produces industry-specific SW products. SW team 1 therefore needed to adapt to the whole development infrastructure of the organisation. It was also notable for both teams that in the beginning it was beneficial to have a ready ALM tool (TFS with a SCRUM template) to support the deployment of a new development method and after successful deployment, the teams were able to start adapting ALM solution better to fit their special needs.
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The case study resulted in an elaborated version of the ALM Framework including relations between ALM framework elements (third version of the ALM Framework, Figure 12). The framework relations were defined by comparing the practical implementations of ALM in a case study company with ALM elements in the framework. Based on the comparison, the four ALM elements in the middle form the levels of the ALM elements (hierarchy) with the upper element using artefacts provided by the lower level elements. The role of process support and tool integration, however, is to provide an efficient working environment by equipping the elements presented in the middle to support an overall lifecycle process and tool integration.

‘Creation and management of lifecycle artefacts’ is the foundation of ALM. The product information collected and managed by this element is needed for, for instance, traceability and reporting activities.

‘Traceability of lifecycle artefacts’ provides a means to identify and maintain relationships between managed lifecycle artefacts and, therefore, facilitates reporting, change impact analysis and information visibility through the development lifecycle.

‘Reporting of lifecycle artefacts’ utilises managed lifecycle artefacts and traceability information to generate needed reports from the lifecycle product information to support SW development and management.

‘Communication’ provides communication tools (e.g., chat) as well as channels for distributing information on product lifecycle artefacts, links

Figure 12. Third version of the ALM framework.
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and reports and thus facilitates product information visibility for the whole SW project.

- ‘Process support’ and ‘Tool integration’ are the elements used to configure the ALM solution to support SW development procedures and facilitate a productive development environment by allowing the user to launch tools and transfer information easily between different tools and databases.

In this case, the case study shows that the ALM framework can be used to document and analyse different kinds of ALM solutions. ALM framework facilitated the documentation, understanding and analysis of ALM solutions during the iterative improvement effort in case organisation 1. On the other hand, close long-term cooperation with case organisation 1 allowed the author to test the evolving ALM framework in a complex real-life situation and deepen the practical understanding of the concept of ALM. This kind of long-term cooperation is very important to research scientists to ground their research and provide improvement ideas for the company.

The author is the main writer of and contributor to Paper III. He carried out an additional literature study, analysed and documented case data, and refined the ALM framework to cover also the relations of the ALM elements (ALM framework version three). Mr. Antti Välimäki (co-author) contributed to Paper III by carrying out a complementary interview round in case organisation 1. He also provided his contribution to the analysis and understanding of the case data and was especially interested from a distributed development point of view and analysed data as input to his research related to the ‘GSD patterns for project management’.

Key results of the paper:

- Application of the second version of the ALM framework for documenting and analysing the case study company’s ALM solutions.
- Description of the history of ALM development in case organisation 1. How and why ALM solutions evolved in the context of case organisation 1.
- Experiences from the history of ALM improvement and deployment in case organisation 1 from 2006 to 2009.
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- Description of the third version of the ALM Framework. The ALM framework was complemented with the relations between the framework elements.

5.4 PAPER IV: Global Software Development Patterns for Project Management (co-author)

The paper focuses on one of the issues of the thesis – global software development. The paper presents GSD patterns and their validation using a scenario-based method. The main author, writer and contributor of the paper is Mr. Antti Välimäki. Mr. Välimäki introduces GSD pattern language and its validation using a scenario-based validation method. The third author of the paper is Professor Kai Koskimies who has worked as a mentor on this paper.

In Paper IV, the author of this thesis was a co-author (second author) and focused on the analysis of the results of GSD pattern validation from an ALM point of view. The key finding of this paper from the thesis point of view was the evidence on the applicability of ALM for the management of distributed SW projects. The results obtained from the evaluation of the GSD patterns indicate suitable practices for global software development. Earlier results in Papers I, II and III indicated that ALM supported the operation in a global development environment (e.g., analysis of ALM elements against the 3C-model in Paper II). The results of the Q-PAM analysis presented in Paper IV strengthen this claim. From all the GSD process patterns presented in this paper, ‘Communication Tools’ and ‘Common Repositories and Tools’ are particularly related to ALM. Analysis results indicate that these ALM-related GSD patterns support the selected GSD scenarios.

The paper provided more evidence that ALM is an important enabler of GSD. This evidence was utilised to further analyse the ALM elements and GSD patterns in Paper VI and applying them to the ToolChain analysis.

Key results of the paper:

- Preliminary analysis of how GSD patterns relate to ALM elements
- More evidence that ALM is an important concept to support GSD. Strengthen the results presented in Papers I, II and III.
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5.5 PAPER V: Challenges in Collaboration: Tool Chain Enables Transparency Beyond Partner Borders (co-author)

Paper V presents the background to ToolChain and the first study on the concept of ALM. The paper presents the way requirements tracing and global collaboration can be supported during the software development lifecycle. The key results of this paper from a thesis point of view relate to the ALM concept and ToolChain.

The author of this thesis is the co-author of paper V (second author) and initiated the writing of the paper. In this paper, the author was responsible for carrying out the first study of the concept of ALM and also contributed to the paper from a requirements traceability point of view. Furthermore, the author participated in the planning and realisation of the research process. The paper defined the first traceability model for the ToolChain implementation based on the enquiry and workshop for the industrial and academic partners of the research project. Mr. Samuli Heinonen is the main author and writer of the paper and was responsible for the ToolChain implementation. Mr. Juha Takalo is co-author of the paper and was responsible for the tool integration research.

At this point, tool integration was seen as a vital element to support the management of lifecycle artefacts. Furthermore, traceability and information visibility were highlighted to support collaboration in a global development environment. The paper included our first study towards a better understanding of the ALM concept. After this paper, ALM and tool integration research were carried out in cooperation in two separate research tracks over three years. Paper VI combines these two research tracks and proposes modifications to the ToolChain implementation based on ALM research and the related GSD pattern research.

Key results of the paper:

- First literature study on ALM and related concepts (traceability, tool integration)
- First implementation of ToolChain, which is a tool-independent platform for integrating the different tools needed during the development lifecycle.
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5.6 PAPER VI: Extending Tool Integration Environment Towards Application Lifecycle Management

In Paper VI, the current version of the ToolChain tool integration environment was studied to find out how well it supports lifecycle management and the global development environment. The paper focuses on the key issue of the thesis – constructing and demonstrating the Application Lifecycle Management framework. At this point, the ALM framework was already successfully applied in ALM cases in case organisation 1. It was therefore interesting to apply it to analyse a technically different kind of solution, the Eclipse-based solution, in the context of another organisation – case organisation 2. Furthermore, the case allowed the results of the GSD pattern and ALM framework mapping (Table 4) to be applied to analyse the GSD support of ToolChain.

Table 4. GSD pattern and ALM framework mapping.

<table>
<thead>
<tr>
<th>ALM elements</th>
<th>Related GSD patterns</th>
<th>How GSD patterns cover ALM elements</th>
</tr>
</thead>
<tbody>
<tr>
<td>Creation and management of lifecycle artefacts</td>
<td>Common Repositories and Tools (ID 07)</td>
<td>Global databases to support the management and visibility of lifecycle artefacts</td>
</tr>
<tr>
<td>Traceability of lifecycle artefacts</td>
<td>Common Repositories and Tools (ID 07)</td>
<td>Traceability of lifecycle artefacts in a GSD environment</td>
</tr>
<tr>
<td>Reporting of lifecycle artefacts</td>
<td>Common Repositories and Tools (ID 07)</td>
<td>Reporting of lifecycle artefacts and traces in a GSD environment</td>
</tr>
<tr>
<td>Communication</td>
<td>Common Repositories and Tools (ID 07)</td>
<td>Asynchronous communication (visibility of lifecycle artefacts)</td>
</tr>
<tr>
<td></td>
<td>Communication Tools (ID 06)</td>
<td>Synchronous/asynchronous communication tools (e.g., net meeting, chat, conference phone, discussion forum)</td>
</tr>
<tr>
<td>Process support</td>
<td>Common Repositories and Tools (ID 07)</td>
<td>Process support features such as state models, workflows and process templates</td>
</tr>
<tr>
<td></td>
<td>Use Common Processes (ID 12)</td>
<td>Common upper level GSD process and the ability to tailor the process support for a project or team at site level</td>
</tr>
<tr>
<td>Tool integration</td>
<td>Common Repositories and Tools (ID 07)</td>
<td>In practice, a common repository can be a single central database or several integrated databases.</td>
</tr>
</tbody>
</table>
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The author of this thesis is the main author and writer of the paper. The author analysed ToolChain and the ToolChain demonstration using ALM framework version three. The author was responsible for planning and monitoring the case, data collection and analysis of the case data from an ALM framework point of view. The author, in cooperation with Mr. Antti Välimäki, analysed how the GSD patterns map to the ALM framework elements. An ALM analysis complemented by a GSD pattern analysis specified how ToolChain should be improved towards better lifecycle management in a GSD environment. Mr. Antti Välimäki, in cooperation with the author, analysed the ToolChain against ALM-related GSD patterns and wrote the analysis results in the paper.

Mr. Juho Eskeli has been responsible for the implementation of the latest version of ToolChain. He has also contributed to the description of the ToolChain and participated in the case data collection and analysis. Mrs. Susanna Teppola contributed to the paper from a workflows point of view. She has carried out a detailed literature study on workflow as a concept and on workflow-related techniques. A subset of this study is included in this paper. Mr. Pekka Tuuttila contributed to the paper from a demonstration point of view. He was responsible for all the practical arrangements for the case study in case organisation 2 and contributed to the paper from the description of demonstration point of view. Mr. Markus Piippola contributed to the paper from a system under analysis (JiVe platform) point of view. He introduced the JiVe platform. All the authors participated in the workshop, where questionnaire results were presented, discussed and refined.

The study demonstrated the relations of the ALM framework elements, as it showed that ToolChain provided basic ALM features, though more advanced features based on the basic features were missing. It was promising that most of these advanced features could be extended into ToolChain, as the basic features needed to implement the advanced features are in place in the current version of the ToolChain. The functionality and toolset of the ToolChain prototype have evolved gradually. More advanced features that would provide additional value for stakeholders operating in a global development environment are missing however. The results of the demonstration and analysis indicate that further extensions are needed, especially relating to test automation, lifecycle reporting, synchronous communication and workflow support.

Key results of the paper:
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- Application of ALM framework version three to the analysis of ToolChain and the ToolChain demonstration
- Mapping between GSD patterns and ALM framework elements. ToolChain analysis against the ALM framework-related GSD patterns
- Proposals for ToolChain improvements based on the ALM framework and GSD/ALM analysis.

5.7 Summary

Figure 13 summarises how the research work has proceeded as a series of case studies constructing and using the versions of the ALM framework to document and analyse the ALM solutions of case organisation 1 and the ToolChain implementation in case organisation 2. Arrows point to the direction of reading in the figure.

Case studies have analysed practical ALM solution versions by collecting experiences from the real users of the ALM solutions and analysing the ALM solutions themselves as used in case organisations 1 and 2 using the ALM framework versions. Case results have been provided for case organisations. The case studies have contributed iteratively to the versions of the ALM framework. Finally, this research has resulted in ALM Framework version three. Furthermore, the GSD patterns developed by Mr. Antti Välimäki (presented in Paper IV) have been analysed against the ALM framework elements that created the ALM/GSD mapping that shows how the ALM framework elements can support GSD patterns. This mapping was then used to analyse the implementation of ToolChain to analyse its support for GSD. ALM Framework version three, complemented by the ALM/GSD mapping, forms the proposed ALM framework presented in Chapter 4 of this thesis.
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Figure 13. Research as sequential case studies contributing to the construction and demonstration of the ALM framework versions.
6. Discussion

This section discusses the results of the thesis. First, Section 6.1 compares the ALM framework with the other related ALM results from the current literature. Second, Section 6.2 discusses the experiences gained from the case studies. Third, Section 6.3 discusses the implications for research and practice, and fourth, Section 6.4 evaluates the construct validity, external validity and reliability of this research.

6.1 Comparing the ALM framework with related research

Chapter 2 of this thesis provides a background to ALM-related scientific and professional literature. In all the work that has been carried out, there are surprisingly few empirical and research reports in which the concept of ALM has been studied. During the literature studies, the author found a few contributions related to the topic of the research:

- ALM framework from Microsoft (Rossberg, 2008): service offering from Microsoft
- Solution concepts for the integration of product engineering and lifecycle management (Weiß et al., 2009; Pirklbauer et al., 2009): scientific article
- Three pillars of ALM (Schwaber, 2006): professional article
- ALME Classification Framework (Kravchik, 2009): Master of Science thesis
ALM framework from Microsoft:

Microsoft provides an Application Lifecycle Management Framework that is a set of service offerings that provides a foundation for development solutions (Microsoft, 2010). An interesting service from the point of view of this thesis is the ‘Assessment’ service, which provides an insight into the current solution and provides improvement proposals. The solution seems very comprehensive. The framework is provided by the ALM vendor, however, and it is therefore difficult to consider it a neutral approach. Furthermore, the proposed framework presented in this thesis is aimed at the documentation of the organisation’s ALM solution – the overview of the ALM solution in an organisation as discussed in Section 4.2 of this thesis. This thesis also aims to motivate further scientific discussion on ALM as a concept.

Solution concepts:

In the chapter of the Hagenberg Research book published by Springer, Weiß et al. (2009) present their ongoing research related to the integration of product engineering and lifecycle management. This research is also published as a short paper by Pirklbauer et al. (2009). In their research, they have detected that the concept of ALM is vague. This has also been detected in the research presented in this thesis. Weiß et al. (2009) have studied the problems related to the integration of product engineering and lifecycle management. Furthermore, they have defined a conceptual model for product engineering and lifecycle management integration. According to Pirklbauer et al. (2009), this model has been used as guidance to identify and prioritise problem areas and to plan for a tailored ALM solution. The purpose of the model is similar to that of the ALM framework presented in this thesis. In the conceptual model, the solution concepts seem to be similar entities to the elements of the ALM framework presented in this thesis. When comparing the solution concepts presented by Pirklbauer et al. (2009) with the ALM elements presented in this thesis, the following mapping can be made (Table 5).
### Table 5. Comparing ALM elements and solution concepts.

<table>
<thead>
<tr>
<th>ALM elements presented in this thesis</th>
<th>Solution concepts (Pirklbauer et al., 2009)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Creation and management of lifecycle artefacts</td>
<td>Version control</td>
</tr>
<tr>
<td>Traceability of lifecycle artefacts</td>
<td>Traceability</td>
</tr>
<tr>
<td>Reporting of lifecycle artefacts</td>
<td>Measurement</td>
</tr>
<tr>
<td>Communication</td>
<td>Collaboration support</td>
</tr>
<tr>
<td>Process support</td>
<td>Workflow support</td>
</tr>
<tr>
<td>Tool integration</td>
<td>-</td>
</tr>
<tr>
<td>-</td>
<td>Shared services</td>
</tr>
</tbody>
</table>

This mapping shows that there are several similarities between these elements and concepts, even though the extent of the element or concept may differ. For instance, the ‘Creation and management of lifecycle artefacts’ element is wider than the pure ‘Version control’ concept. ‘Shared services’ in solution concepts are interesting from an ALM point of view, as they would bring the management of users and access rights to the ALM framework. The importance of centralised access rights management in integrated development environments has also been detected in Pesola et al. (2008).

### Three pillars of ALM:

Schwaber (2006) presents three pillars of ALM in a professional article published several years ago. This work has been referred in many articles relating to ALM (e.g., Rossberg, 2008, and Kravchik, 2009). The pillars of ALM are traceability, process automation and reporting (‘reporting’ is referred to as ‘visibility’ in Rossberg, 2008). These three pillars of ALM are also one of the bases of the ALM framework presented in this thesis.

### ALME Classification Framework:

The ALME Classification Framework (Kravchik, 2009) is intended as a comparative study of a number of existing ALM environments. The aim of this framework is to provide a tool for assessing ALM environments, understanding their characteristics, and discussing and comparing them. When comparing the ALM framework presented in this thesis and the ALME classification framework, it can be noted that they are intended for different purposes. The ALME
Classification Framework is intended for assessing ALM environments (i.e., tools), whereas the ALM framework is intended for documenting and analysing an organisation’s ALM solution containing tools and practices. The ALM framework has a stronger focus on the documentation of the solution: how to document the ALM solution of the organisation. Kravchik (2009) provides a valuable insight into current ALM tools (capabilities of current ALM tools) on the markets that may be used in conjunction with the ALM framework when documenting and analysing the ALM solutions of an organisation.

**Software Engineering Environment (SEE) Services (ISO/IEC 15940)**

The Software Engineering Environment (SEE) Services (ISO/IEC 15940, 2006) standard describes services that support all of the software lifecycle processes defined in ISO/IEC 12207. The application of the standard is presented in Annex C of the standard (ISO/IEC 15940, 2006). The standard defines that it:

> 'can provide benefits to software engineers who use tools, those involved in process improvements and who acquire tools, suppliers who provide tools, and educators and software engineering consultants who provide advise on tools and SEEs.'

It seems that the elements of the ALM framework can be related to the services of the SEE standard. ALM elements cover a subset of the standard. ‘Software engineering services’ and ‘SEE Infrastructure services’ are missing from the ALM framework. The purposes of the standard and the ALM framework are slightly different however. Besides the analysis, the ALM framework is intended to support the documentation and, therefore, considers, based on the experiences from the case studies, what should be documented and how. This is not presented in the ISO/IEC 15940 standard. The use of the ISO/IEC 15940 standard in conjunction with the ALM framework when documenting an organisation’s ALM solution would be beneficial. A more detailed mapping of how the ALM framework and SEE services relate to each other would definitely be worth researching in the future.
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6.2 Discussions on case experiences

This section discusses the experiences gained from the cases. Each experience is discussed with references to the related scientific or professional articles.

Development of complex products:

In the ALM cases, the interfaces to system-level product information management tools affected the SW projects’ ALM solutions (company/organisation constraints for SW projects). In SW team 1, this led to the use of several databases, as the inter-project product information management practices and tools needed to be collectively agreed and compatible between development projects. This creates challenges for different tools and databases to interoperate to keep data consistent and traceable. The organisation’s ALM solution is therefore part of the overall PLM solution, possibly covering a number of product information management systems that need to interface and be compatible with each other. The author also detected the same issue in the telecommunications industry from a configuration management point of view (Kääriäinen et al., 2004). The study showed that without the inter-project approach, the CM may be well realised inside one project, but the whole system’s CM would be inadequate. The need for unified management of complex products has also been studied in Crnkovic et al. (2003) and Svensson (2003).

This research also shows that, in practice, the ALM solution can comprise a central database or a collection of databases. In the case of several databases, the interoperability of the databases is essential to maintain consistency of product information (e.g., tight integration or loosely coupled integration with a proper process, Krikhaar et al., 2009).

ALM support for global software development:

A central TFS database allowed SW team 2 to have a consistent view of the project data in a global development environment. SW team 1 used a collection of Notes databases however. Moore et al. (2007) have reported the experiences of using TFS to manage global software development. Doyle and Lloyd (2007) have also stressed the use of the ALM solution with a central repository to support work in a global development environment. On the other hand, Portillo-Rodriguez et al. (2010) present Notes as one tool to support GSD from a docu-
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They conclude that the tool’s ability to allow working when the server is offline and updating information when the server is online is a desirable feature. All the databases for both teams (TFS and Notes) are accessible globally, an essential prerequisite for the databases when case organisation I started to improve the solutions for global SW development.

In the GSD-ALM mapping in the research presented in this thesis, the importance of ALM to GSD was detected. Even though the use of the ALM tool and common upper level GSD processes are important in GSD, the GSD patterns suggest that site-level tailoring should be allowed if it does not cause problems with upper level processes (Paper IV).

Integration of different technologies:

This research shows that the integration of tools from different vendors, which may be implemented using different technologies, is still difficult. In the ALM cases, for example, the integration of TFS and Notes was reported to be difficult and it is therefore easier to focus on a particular technology and build a solution around it. The author wants to bring out this experience, as tool integration has been under active research for a long time (see, for example, the comprehensive literature study and the research agenda for tool integration presented by Wicks and Dewar, 2007). Wicks and Dewar (2007) report that tool integration has been studied, especially from a technological viewpoint. They suggest a more business-oriented approach to future tool integration research however.

Another interesting aspect of tool integration relates to integration platforms. Eclipse (Eclipse, 2010), for example, provides mechanisms to integrate various tools into one platform. This kind of tool integration approach does not lock in an organisation with one vendor (Portillo-Rodríguez et al., 2010). The Eclipse open-source community started the project with the aim of providing a logical definition of the overall interoperability business process known as the Application Lifecycle Framework (ALF). The project failed to gain the support of significant vendors, however, and it was terminated in 2008 (Kravchik, 2009). Similarly, from a PLM point of view, Abramovici (2007) states that despite intensive standardisation activities, general accepted industry standards for PLM meta-data models and PLM processes are still missing.
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Adapting ALM based on the needs of the SW team:

The ALM cases show that different SW teams have different needs for the ALM solution. In the ALM cases, the two SW teams were almost identical, only the internal purpose of the SW subsystem they produced was different. Both teams produced reporting SW. SW Team 1 produced a subsystem that is part of an evolving platform product, however, whereas SW Team 2 produced subsystems that were part of industry-specific products. The study showed that SW team 1 needed a common way to share and access the same type of information with the other platform projects. SW Team 2, on the other hand, had a single, central ALM solution that worked well as it did not have strong relations to the platform level.

The adaptation of the solution based on the needs of the development project has been reported from, for instance, a configuration management point of view by Leon (2000), Buckley (1996), Whitgift (1991) and IEEE Std-828 (2005), and from the requirements management point of view by Sommerville and Sawyer (1997). In the ALM cases, a commercial ALM tool with a process template that could be used to configure the whole system to support the selected development method facilitated the deployment of a new development method (Scrum). In the beginning, it was beneficial to have a ready ALM solution (TFS with a SCRUM template) to support the deployment of a new development method, and after successful deployment the teams could start to adapt the solution better to fit their special needs. This approach was different from the experiences of Moore et al. (2007). Moore et al. (2007) report that they tailored the TFS process template considerably for their purposes right from the start. In the ALM cases, however, it was feasible to start from a ready ALM solution and, after successful deployment, start to tailor it.

With regard to process template tailoring, Medina-Dominguez et al. (2007) present interesting research. They propose a project pattern concept and a model to support process improvement based on patterns in the TFS environment. This would ease the selection of appropriate practices based on patterns for SW projects that use TFS for the management of development projects.

6.3 Implications for research and practice

The purpose of this research is to understand better the concept of ALM and to support the improvement of ALM solutions in industry. The research showed
that there is little scientific discussion about the concept of ALM. Tool vendors use the term ALM widely, however, to indicate their integrated tools for SW development and management. The research showed that there are some concepts that relate to ALM, such as CDE (Collaborative Development Environment) and SEE (Software Engineering Environment). The purpose of the ALM framework and the improvement models also overlaps, i.e., the description and analysis of the current state. In the future, the research should therefore study the relation between the ALM framework and related concepts, standards and improvement models.

The framework can be useful to ALM researchers and practitioners. For researchers, the framework comprises principal elements of ALM collected and demonstrated using industrial case studies. As ALM is not well defined (Weiβ et al., 2009, and Göthe et al., 2008), this framework is a starting point, an essential step, towards a more elaborate framework and understanding of the concept of ALM. For ALM practitioners, the framework provides tried and tested means to document and analyse an organisation’s ALM solution. In this research, the industrial domains in the case studies were automation and telecommunication. The proposed ALM framework proved adequate to document and analyse different kinds of ALM solutions (a central ALM database or a collection of databases). For practitioners, the concept of ALM is usually realised through the vendors of ALM tools. These definitions are driven by existing or planned marketing strategies by tool vendors, however, and therefore, up to now, a broad variety of tools has been labelled as ALM tools (Pirklbauer et al., 2009). The research presented in this thesis has contributed to the scientific discussion on what constitutes ALM. This thesis also reports the experiences from gradual ALM improvement. These experiences are potentially in the interest of ALM practitioners seeking ALM solutions for projects that operate within a similar context to those presented in this research. This study therefore also provides a practical viewpoint of ALM so that ALM practitioners can compare the operational environment of their projects with the case studies presented in this thesis and apply the findings of this study to their daily work when appropriate. The contribution of this research therefore brings researchers and practitioners closer to each other and motivates further discussion on ALM as a concept, and industrial-based challenges and practical ALM experiences in scientific forums.
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6.4 Evaluation of research validity and reliability

This thesis presents interpretive research that contains a set of case studies in which the use of an evolving ALM framework is demonstrated in an industrial context. The research can be evaluated through validity (construct, internal, external) and reliability (Yin, 2003). From the interpretive research point of view, the most appropriate, according to Holmström Olsson et al. (2008), are construct validity, external validity and reliability. Each of these will be discussed from the point of view of the research of this thesis in the next subsections.

6.4.1 Construct validity

‘Construct validity has to do with the extent to which the constructs as operationalised relate to the phenomenon the research purports to address’ (Holmström Olsson et al., 2008). Yin (2003) proposes three tactics to increase construct validity for case studies: multiple sources of evidence, establishing a chain of evidence and having key informants review draft case study reports. ‘Multiple sources of evidence’ are covered in the research by using data triangulation. Case data have been collected from several sources. During the first ALM case study (presented in Paper I), for instance, the data were collected using a questionnaire and interviews. The case data were also complemented by tool demonstrations while the author visited case organisation 1 and from the discussions with the development manager of the organisation. ‘Establish chain of evidence’ is covered in the research by collecting case data (questionnaire responses, interview notes, discussions, etc.) and making notes on data that indicate the relation to the results (ALM elements and ALM experiences). Many claims that have been stressed by the project managers or development manager of case organisation 1 have been taken ‘as such’ into the experiences. Furthermore, Runeson and Höst (2009) state that if questions are not interpreted in the same way by the researcher and the interviewee, there is a threat to the construct validity. The motivation letter and questions for the questionnaire/interviews in the ALM cases were reviewed by a company representative so that all the necessary concepts were explained and the terminology was suitable for the case. ‘Have key informants review the draft case study report’ is covered in this research by asking key informants (project managers and the development manager in the ALM cases, and contributors in the ToolChain case) to review and comment on the results and conclusions of the studies.
6.4.2 External validity

External validity concerns the extent to which the research results apply in other real-world settings (Holmström Olsson et al., 2008). According to Runeson and Höst (2009), this is concerned with the extent to which it is possible to generalise the findings. As already discussed in Section 3.2, the generalisation of results is a problem in case studies. The nature of the case study method limits the generalisation of results. According to Yin (2003), a case study ‘investigates a contemporary phenomenon within its real-life context’. Yin (2003) continues to say that ‘case studies, like experiments, are generalisable to theoretical propositions and not to populations or universes’. This research has produced a theoretical proposition about the ALM framework. The evolving framework has been used practically in the series of case studies. There is therefore evidence of its applicability in more than one case. This proposed framework then needs to be applied to future cases in order to gain evidence on its suitability in other contexts.

6.4.3 Reliability

Repeatability of research is at the heart of reliability (Holmström Olsson et al., 2008). The goal of reliability is to minimise the errors and biases in a study (Yin, 2003). Runeson and Höst (2009) present a threat to reliability if, for example, the coding of case data is unclear. In the ALM cases, the author used primarily the ALM framework elements to code the case data. In the second case study, the case data were also coded with their relation to distributed development. The whole research process including planning, data collection, analysis and reporting has been documented in Chapter 3. In interpretive research, the researcher interprets other people’s interpretations (Walsham, 1995) and there can therefore be subjective interpretations from the case data. It may therefore sometimes be difficult to follow the chain from case data to conclusions. Yin (2003) advises that it would be good practice to carry out (and document) research, as if someone is always looking over your shoulder. In this research, the chain from informants to results is not complex. In particular, many experiences reported by informants have been written into the publications as such, and therefore indicate the interpretations of the real users of the ALM solution in their context (i.e., what they responded to). To make this chain (even it is short) fully traceable requires adequate means for documenting the interpretations. This issue is a subject of critique in the research process presented in this thesis. In this re-
search, interview notes were written, but the interviews were not tape-recorded and transcribed. There are several benefits of tape-recording interviews (Walsham, 2006). The disadvantages of tape-recording, however, include the inhibition of interviewees in the case of sensitive material and the time spent transcribing the interview recordings (Walsham, 1995). Walsham (2006) also argues that time spent on transcriptions could be used for, for instance, a more detailed analysis of the case data. At the beginning of this research, it was agreed with the representative of case organisation 1 that interviews would not be recorded and transcribed even though the transcription task could be provided to the subcontractor (e.g., a translation office). To maintain trust, however, this would also have required a separate non-disclosure agreement (Runeson and Höst, 2009) with the subcontractor.
7. Conclusions

This thesis proposes a framework for documenting and analysing the organisation’s application lifecycle management solution. This thesis studies the concept of ALM based on literature and four industrial case studies. The main contributions of the thesis are the proposed ALM framework and its demonstration in industrial cases relating to complex systems development. Furthermore, the thesis reports on the industrial experiences of ALM solutions in an automation and telecommunications industrial context.

7.1 Answers to research questions

The principal research question of the thesis was as follows:

*RQ1: How can the documentation and analysis of the ALM solution be facilitated in an organisation operating in a Global Software Development environment?*

This research presents a proposal for the ALM framework that can be used to facilitate the improvement of ALM in an organisation that operates in a global development environment. The ALM framework intends to answer the main research question by providing a means to document and analyse the organisation’s ALM solution in order to understand it and find possible improvement targets. In order to support the documentation and analysis, there is a need to understand what constitutes ALM. The ALM framework contains the description of the ALM elements, element relations and mapping with global software development patterns. This framework is described in Chapter 4 of this thesis. Furthermore, case studies reported in Papers I, II, III and VI present industrial experiences of the deployment and improvement of practical ALM solutions in industrial contexts. The principal research question was divided into the follow-
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ing sub-questions, each of which focuses on a specific part of the main research question:

**RQ1.1: What are the main elements of Application Lifecycle Management?**

The elements of ALM were defined by iteratively constructing and demonstrating the ALM framework based on literature and case studies presented in Papers I, II, III, V and VI. The current version of the ALM framework contains six elements, as presented in Section 4.2.1 of this thesis. These elements form the basis of the framework.

**RQ1.2: What are the relations between the elements of Application Lifecycle Management?**

The relations between the elements of ALM were described in Paper III. The relations were defined by comparing the practical implementations of the ALM in case organisation 1 with the ALM elements in the framework. The ALM framework containing the description of the elements and relations has been applied to a case study presented in Paper VI. The thesis summarises the relations between the ALM elements in Section 4.2.2.

**RQ1.3: How can Application Lifecycle Management be applied to a Global Software Development context?**

In this research, global software development has been a factor relating to the case context. The different phases of the research have therefore accumulated knowledge on the applicability of ALM to global software development (for example, Paper I and Paper II report how ALM solution supported GSD in ALM cases). To make the study more detailed, the research applied the proposed GSD patterns and reflected on the ALM elements against the patterns to reveal junctions between the concepts. This work has been described in Papers IV and VI, and summarised in Section 4.2.3.

**7.2 Limitations and future research**

This thesis reports on an effort towards the ALM framework that can be used for documenting and analysing an organisation’s ALM solution. The framework is a starting point – a proposal towards a more extensive framework. This study attempts to provide a practical viewpoint for ALM improvement so that practitioners can compare the operational environment of their organisations and teams
with our case studies and apply the results and experiences of this research to their ALM improvement work when appropriate.

The research presented in this thesis has been oriented in a horizontal way, i.e., by analysing ALM as a whole, instead of with a vertical orientation, i.e., analysing each ALM element in depth. ALM as a concept, however, is wide and each ALM element presented in the proposed ALM framework is worth its own research effort, for instance, traceability, tool integration or process support. The vertical in-depth research of each ALM element was therefore set outside the scope of this research. The vertical study of elements is a potential topic for future research, however, in order to construct a more elaborate version of the framework.

The development cycle of the product contains activities related to the definition and realisation of the product – from business needs to delivery. This research has limited the scope to the development cycle of the product even though the full lifecycle is broader, and it should therefore be the subject of future research. This means that research should be extended towards other lifecycle phases to cover also operation and maintenance phase of the lifecycle.

The nature of the case study method limits the generalisation of the results. According to Yin (2003), ‘case studies, like experiments, are generalisable to theoretical propositions and not to populations or universes’. This research has generated a proposal for an ALM framework. The framework has been constructed and demonstrated iteratively in four cases in two different organisations. The framework has been used primarily in the context of the automation industry and in a fourth case study in the context of the telecommunications industry. Both organisations represent large companies that produce complex multi-technological products for which SW is just one part of the whole product. This research therefore reflects results that have been gained in the context of the cases, and the analysis of suitability in the other contexts was not carried out. This will be the subject of future research. There is therefore a need to harvest more experiences about the use of the ALM framework in contexts such as other industrial domains, SMEs, IT organisations and companies producing pure SW products.

The purpose of the ALM framework and the improvement/reference models overlaps. ISO 15504, ISO 15940 and CMMI, for instance, are relevant improvement and reference models relating to the ALM framework. In this thesis, the comparison of the ALM framework with existing models was defined as being outside its scope. This does not mean that this should not be done. On the
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contrary, this thesis enables such a study, as it defines the ALM elements and their relations, and that can be used for such a comparison. Further analysis of using the framework in improvement activities and the way the framework is positioned with regard to existing standards, models and concepts will be an important subject of future research (i.e., usage of the ALM framework in conjunction with the standards and improvement models).
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Abstract
Lifecycle Management approaches promise more systematic and efficient ways to support the development and management of complex products. Product Lifecycle Management (PLM) means the activity of managing a company’s products across their lifecycles in the most effective way. The concept of Application Lifecycle Management (ALM), on the other hand, indicates the coordination of activities and the management of artefacts (e.g., requirements, source code, test cases) during the software (SW) product’s lifecycle. There are surprisingly few scientific efforts to define what ALM constitutes and scientifically reported experiences of the practical development and deployment of ALM solutions in an industrial context. ALM solutions tend to be complex, integrating different tools and practices that are used to produce and manage artefacts during the SW development lifecycle, and there is therefore an apparent need to support the development of such complex solutions for industrial contexts.

This thesis presents an effort towards an ALM framework that can be used to document and analyse an organisation’s ALM solution and find improvement ideas for it. The evolving framework has been demonstrated in four industrial case studies and gradually refined based on the experiences gained from the studies. This thesis presents the four case studies to the reader and explains the whole research process from the initial literature study, via four phases of constructing and demonstrating the evolving ALM framework, to a proposal for an ALM framework. Furthermore, the series of case studies revealed several experiences related to the application and improvement of an ALM solution in an industrial context. These experiences are also presented and discussed in this thesis.
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